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Abstract

AN INVESTIGATION OF THE EFFICACY OF MIND MAPS IN SOFTWARE DEVELOPMENT AMONG INDIVIDUALS AND PAIRS

Philip L. Bond, PhD

The University of Texas at Arlington, 2015

Supervising Professor: Sridhar P. Nerur

Software development is a cognitively demanding endeavor in which the creation and exchange of knowledge is paramount. Collaborative development, particularly pair programming, has been more advocated and adopted recently by practitioners. However, empirical studies have not categorically established the efficacy of pairs vis-à-vis individuals in software design contexts. In fact, recent findings suggest that pairs seldom outperform best individuals although they tend to do better than average individuals. Group losses arising from lack of coordination and/or communication could be a plausible explanation for this. The extant literature suggests that Mind Maps have the potential to graphically capture concepts and their relationships and hence can promote a shared understanding of the problem being solved. This shared understanding, in turn, can facilitate communication and coordination. This study, anchored in the theoretical
foundations of distributed cognition, investigates the impact that Mind Maps have
on the performance of pairs vis-à-vis individuals engaged in a design task.
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Chapter 1
Background and Research Questions

1.1 Background

Software design requires integration of diverse knowledge sources and is cognitively demanding. The challenges of good design include properly cataloguing, critiquing and choosing among design alternatives. Designers must decide solutions alternatives in order to reduce costs, reduce errors and deliver a product that meets specified requirements.

Industry already uses “best practices” such as pair programming, iterative development, and test-driven development. These best practices are tools to help wrestle with a cognitively challenging and “ill-structured” activity as defined by Simon (1973). Software must be built, and research into improving best practices could be enormously beneficial to practitioners.

Collaborating pairs and their social interactions during software design can be seen as socially distributed cognition. These pairs’ use of artifacts and external representations (e.g., working software code, databases of previous decisions, story cards, charts and notes) can be seen as structurally distributed cognition. Good research brings theory and practice together to enhance industry practice and academic research into both practice and extending theory. Further good research would be beneficial both to practitioners and academics, helping to discover and define “best practices” and the reasons for them.

Extant literature in paired software development has been inconsistent. Research rigor has been increased by comparing non-collaborating individuals as
nominal pairs rather than comparing paired team to individuals (Balijepally, Mahapatra, Nerur, & Price, 2009; Mangalaraj, Nerur, Mahapatra, & Price, 2014). Research finds paired teams perform better than the “second best” individual of a nominal, non-collaborating pair and as good as the “first best” individual but not better than the “first best” individual in a nominal pair (Balijepally et al., 2009; Hill, 1982; Mangalaraj et al., 2014). Pairs suffer net losses when combined due to process losses (Hanks, 2008), social loafing (Kravitz & Martin, 1986) and higher costs of communication and coordination (Shaw & Ashton, 1976; Steiner, 1972).

Research into the theoretical underpinnings of agile team methodologies can benefit practitioners and academics alike (Nerur, Cannon, Ballijepally & Bond, 2010). How can we help collaborating pairs, common in the software development industry, to work better? Is it possible to improve the gains of paired development and arrive at a larger net gain?

External representations and artifacts are often used in both design and engineering problem solving. Sketches have a long history in design practice and engineers use lots of documentation of standards and lists of user requirements. Diagrams are often used in team settings to conjure explicit socially-agreed information and serve as declarative memory of user requirements, engineering standards, and documentation of these agreements.

Mind maps are spider-type diagrams for mapping concepts and their hierarchical relationships. The fundamental concept is placed in the middle of the drawing and related aspects or facets of the concept are then expanded from the center. Hierarchy among the concepts is enforced – a mind map might list “cinema”
then “popcorn” and finally “butter,” where a concept map would equate the three without hierarchy. Using diagrams as cognitive external representations has the potential to facilitate creation and exploitation of knowledge-intensive shared social and structural cognition, constructed of and by the participants situated in cognitive development processes (Zhang & Norman, 1994). Mind maps reduce cognitive loading and ease designers’ efforts to comply with rules and standards, unambiguously capturing concepts and their relationships, to ease communication and coordination between team members, and provide an external artifact to guide problem solving, as well as serve both individual and joint cognitive efforts to wrestle with more abstract aspects of the task (Eppler, 2006). This combination of effects serves usefully in cognitively challenging, diverse knowledge tasks, and is therefore fitting for analyzing paired software development.

Paired software development requires balancing diverse knowledge sources. Distributed Cognition uses both social and structural cognition (Hollan, Hutchins, & Kirsh, 2000) which for paired software developers includes the conversations and communications of the pair as social cognition, and structural cognition distributed among the pair and their diagrams, sketches and documentation. Distributed Cognition states that the combination of social and structural cognition extends and enhances the total cognition to exceed the sum of the individual cognitions involved (Flor & Hutchins, 1991). Artifacts and external representations increase cognitively abstract thought and decrease mental loading of the participants (Zhang & Norman, 1994). The impact of using mind maps in both individual and paired software development, a distributed cognition setting, is the focus of this research.
1.2 Research Questions

The importance of this research is it will benefit both academic research and practitioners alike. Academic research will benefit by bringing mind maps into the information systems field as an artifact or external representation system which could be used not only in software design but in any challenging group or team work. One example might be team research design, agreeing on research objective priorities and possible paths to them.

Practitioners could use mind maps to enhance solution alternatives quality (using mind maps to prioritize engineering requirements), facilitate communications among team members (creating the artifact forces communication and coordination, and shows socially-approved paths to goals), or bring detail to alternative solutions (mind maps act as work breakdown schedules in project management).

Using mind maps among paired developers in a design solution setting may lead to increases in pair development approaching that of the best individual developer, a long-sought quest that could bring invaluable benefit to software development and design.

Therefore, this study addresses the following research questions:
1) Do software designers working in pairs have a greater effect on the quality of software design than do individuals?
2) Do mind maps assist software developers in a design task to increase the quality of design, among individuals and in pairs?
3) Do mind maps assist collaborating pairs in a software design task equal the work of the best individuals?

1.3 Overview of Dissertation

The remainder of the dissertation is structured as follows. Chapter 2 is a literature review of the three main areas involved in the research: Agile Software Design and Development, Distributed Cognition and External Representations Theory. Chapter 3 develops the research model and discusses the hypotheses in the research. Chapter 4 outlines the experimental design methodology and discusses the data analysis techniques to be used. Chapter 5 presents the results of the experiment and the statistical analysis involved. Finally, Chapter 6 discusses the findings of the research and presents future research directions.
Chapter 2

Literature Review

This research combines eclectic streams of literature support, namely Agile Software Development, Distributed Cognition and External Representations Theory, in order to examine mind map efficacy on software development in paired developers. This is illustrated here in Figure 2.1:

![Diagram showing three theoretical streams informing the research: Agile Software Development, Distributed Cognition – Social and Structural, and External Representations Theory, all leading to the impact of mind maps in pair software development.]

Figure 2-1: Three Theoretical Streams Informing This Research
2.1 Agile Software Development Teams

Agile software development is an approach to the business, social and engineering aspects of software development. The Agile Manifesto (Beck et al., 2001) lists four value choices – “We value

- Individuals and interactions over processes and tools.
- Working software over comprehensive documentation.
- Customer collaboration over contract negotiation.
- Responding to change over following a plan.”

Instead of the traditional, linear, waterfall approach of system requirements analysis documentation, then system requirements design and its documentation, followed by software coding, module testing, system testing and finally delivery and implementation, agile software development prefers a different approach.

Agile software development is based on iterative and incremental development, believing “people trump process” with emphasis is on relationships among stakeholders such as software developers, management, customers and so forth. Agile processes are designed to be lightweight and dexterous. In this way, all stakeholders have the opportunity to communicate and coordinate the next sprint, setting goals for usability and feasibility.

Agile methodologies continue to grow and become more accepted and used by industry (Standish Group, 2013; VersionOne.com, 2013). Agile software methodologies use adaptive planning and design, with iterative and evolutionary development. These concepts form a problem framing schema that anticipates
changes ahead and adapts shifts in teams’ functional makeup and tasking in order to flow into the next iteration of the overall project (Beck et al., 2001).

The use of collaborating paired teams in agile software engineering facilitates the requirements of being agile, and an agile framework facilitates delivery of high quality working software while increasing job satisfaction.

2.1.1 Pairs in Agile Software Development

Agile software development methodologies such as eXtreme Programming (XP) and Scrum use pair software development as a basis for assigning and completing work, incrementally and iteratively. Sprints produce stable working software in short fixed time periods, often four weeks between releases and are responsive to user changes and frequent code review. When pair software development is used, software code review is continuous – one developer codes while the second developer, in the same cubicle, watches and interacts with the first coder as they use only one computer. This practice yields higher quality (fewer mistakes, more elegant engineering design, less rework of code) software, with one developer being the “driver” and one being the “navigator,” and the two changing roles many times during a day of work. This close relationship facilitates information interchange among the pair and is also beneficial by allowing newly hired developers to work closely with more experienced developers.

Pair software development brings increased cost of two persons doing the coding, but the process yields higher quality software, as well as fulfilling the need to transfer information, knowledge and context between software developers,
especially across functional areas such as webmaster, database guru, Graphical User Interface (GUI) experts, and so on (Nawrocki & Wojciechowski, 2001). Working in pairs allows stronger cognitive recall of possible implications of proposed goal changes, shortening the time between those decisions and consequences of those decisions, and transferring knowledge between team members (Hoda, Noble, & Marshall, 2010). So, while pair software development induces costs of sharing more information, it produces fewer mistakes and increases the team’s competencies.

The increased costs of two developers are offset by increased speed of output and higher quality of output (Cockburn & Williams, 2000). Benefits of pair software development include better quality output, lower software defect rates, learning and knowledge transfer, shared decision making and confidence, increased morale, and increased output (Aiken, 2004; Begel & Nagappan, 2008; Cockburn & Williams, 2000; Padberg & Muller, 2003). The cross-training and deeper relationships among pairs increase trust and commitment among members. Once this trust begins, creativity and spontaneity are increased (Moe, Dingsoyr, & Dyba, 2009). Pair software development builds better software designers and higher quality software, both economic goods to the organization.

Pair software development practices often bring benefits to the individual members and to the organization as well. Williams and Kessler (2001) found increased confidence and reduced errors among pair programming students. Williams, Kessler et al found higher confidence and increased job satisfaction. (Williams et al., 2000) Increased quality (effective unit testing and adhering to coding guidelines) resulting in reduced errors, morale increases affect job retention,
trust and teamwork are increased through pair software development, knowledge transfer is increased in pair software development and further enhanced among those who pair with more than one person over time (pair rotation), learning by watching and learning by doing as partners watch others’ approaches to tasks, language capabilities, and using development tools (Aiken, 2004). These findings are consistent with practitioners’ reported musings about the social, employee and organizational benefits of agile practices and pair software development.

Ramasubbu et al (2012) examined the impact of structural complexity on designer and programmer strategy choices among individual and paired developers, treating each pair as a distributed cognition system. Findings support the hypothesis that pair software development choose to rely on each other’s cognition to reduce the mental loading and overall effort to comprehend and understand software systems.

The nominal pair created by randomly pairing individual performers allows comparing a collaborating pair with both the best and second best members of a nominal pair (Laughlin, Bonner, & Miner, 2002). This comparison device provides better insight into paired collaborating team performance vis-à-vis individual performance (Balijepally et al., 2009; George Mangalaraj et al., 2014). With all the positives available in pair software development, why do pairs still perform lower than the best individual? How can we help pairs work better?

It is believed that communication and coordination gains are overwhelmed by losses which reduce the net gain in pair development (Balijepally, 2006; Brodbeck & Greitemeyer, 2000; Hill, 1982; Propp, 2003). Therefore, anything that increases the
communication and coordination in pair programming would be beneficial not only for academic researchers, but could prove profitable to practitioners as well.

2.1.2 Design in Agile Software Development

Groups, teams and dyads have access to a greater quantity of ideas and resources in software development than individuals (Flor & Hutchins, 1991; Hinsz, Tindale, & Vollrath, 1997) but rarely outperform the best individual (Hill, 1982). Group performance better than that of the best member is rare, due to process losses in collaborative cognitive tasks (Hill, 1982; Shaw & Ashton, 1976; Steiner, 1972). Groups improve with experience amid learning while even nominal pairs’ performance improves with increased cognitive resources (Brodbeck & Greitemeyer, 2000), and specifically in the task of software development, time and repeated tasks (both of which assume learning by individual members) show improved performance in increased quality of product and less total time to completion (Lui & Chan, 2006).

Software design in pairs combines both the traditional design aspects of framing, defining and solving problems in an organizational setting, as well as restrictions brought by working in software engineering and the standards of that particular discipline. Traditional design perspectives include creativity and innovation in framing and defining the ill-structured problem at hand. Mednick (1962) posited an associative basis for creativity and illustrated that the greater number of associations than an individual has to the requisite elements of a problem, the higher probability of reaching a creative solution. Flor & Hutchins (1991) point out that software development pairs have a higher quantity of associated choices than
do individuals, from which they can build a solution. Zhang & Patel (2002) posit that good design choices must account for analysis of user requirements, representational affordances, proper system function, and the tasks and subtasks required to complete the design. Psychologists Tversky & Kahneman (1974) showed that humans often rely on heuristics to initialize work in uncharted, unfamiliar territory. Finally, Schön stated that design is “a reflective conversation with the materials of a design situation,” where reflection is a continuous learning activity (Schön, 1984, p.77).

Based on these perspectives, pair software development faces design problems, ill-structured and difficult to know where to begin, in approaching software development problems. This is compounded by software engineering standards which impose their own requirements, and management’s need for feedback on budget and time expectations. Finally, customer interaction and communication can provide valuable input on priorities and premiums to point out what matters most – at least for the current iteration.

Because design is an ill-structured problem, problem framing using heuristics and being reflective in iterative action during pair software development can be beneficial. Research on wicked problems in IS design indicates that these problems are subjective, are interrelated and have no stopping rules (Gasson, 2005). External representations in collaborative problem-solving facilitate flexible learning environments and sketches help this occur (Cox & Brna, 1994; Zhang & Norman, 1994). Artifacts and external representations increase the quality of design and extend individual cognition.
Use of sketching in design is a long-standing practice. Sketching helps engineering design through increased conceptualization – higher quantities of drawings and sketches during early-to-middle design phases correlate with better design outcome (Yang, 2008). Design teams use sketches to offload mental workload and increase ideation in engineering design (Bilda & Gero, 2007; Kokotovich, 2008; Shah et al, 2001). Sketching during design supports better design by cognitive externalization (Cross, 2001), and the use of external representations is enhanced in face-to-face communications by gesture and pointing (Björklund, 2013; Corrie, 2010; Čubranic, Storey, & Ryall, 2006). Therefore, use of external representations and close communication enhances design in a dyad setting.

Design can be thought of as a set of situated, iterative decisions to address each task and subtask in incrementally developing software (Canfora et al, 2007; Müller, 2006; Wirth, 1971).

Collaborative cognitive design research using reflective practice analysis and latent semantic analysis to model team cognition over time has helped to identify which aspects of team mental models are relevant to design performance. The emergence of a shared team mental model, the accuracy of that model in relation to a referent model, and the enactment of that model as goal-directed behavior were all enhanced by using collective cognitive structures and external representations (Dong, Kleinsmann, & Deken, 2013).
2.1.3 Communications in Agile Software Development

Communication in Agile software development is needed to build, enhance and improve team mental models and coordination among team members and other stakeholders (Abdullah & Honiden, 2011; Cockburn, 2002; Hulkko & Abrahamsson, 2005; Maheshwari, Kumar, & Kumar, 2012; Melnik & Maurer, 2004; Pikkarainen et al., 2008; Sfetsos, Angelis, & Stamelos, 2006; Syed-Abdullah, Holcombe, & Gheorge, 2006; Vidgen & Wang, 2009). Agile practices are supported by face-to-face communication (Misra, 2012) and evidence that software development pairs could reduce errors of confirmation bias or incorrect mental models (Goldman & Miller, 2010). Ambiguity surfaces in close, rich communication when partners continually attempt to confirm specifications and expectations, allowing conflict resolution within the pair (Abdullah & Honiden, 2011), and enhancing agile teams’ ability to self-manage (Monteiro et al., 2011). Knowledge diversity among teams’ members makes it more difficult for team members to develop a shared mental model due to lack of overlapping common knowledge within the team, but increases learning during the work (G. Lee & Xia, 2010; K. M. Lui, Chan, & Nosek, 2008; Williams, 2000). A bug tracking system, designed to share information about problem issues in software, engendered communication and coordination between stakeholder groups and facilitated resolution (Bertram & Voida, 2010). Agile team members’ communication skills are considered important to other team members and to other stakeholders (Hoda, Kruchten, Noble, & Marshall, 2010).

Communications in small work groups and dyads is both essential and natural. Research in distributed cognition, research in use of external representations,
and research in problem solving and design have all pointed to communication among team members as both essential and natural. To illustrate how involved this can be, one researcher’s dissertation found an interesting example of how different people solve problems. de la Rocha (1986) examined use of everyday math skills in Weight Watchers groups. She tells of one man directed to use ¾ of his daily allotment of 2/3 cup of cottage cheese struggling with the math (although he also mentioned that he’d had calculus in college). He finally scooped out 2/3 cup of cottage cheese in a measuring cup, and put that volume of cottage cheese on the countertop. He formed it into a circle, cut a north-south and an east-west line through the circle and used 3 of the 4 sectors of the circle. He had found a way to measure out ¾ of 2/3 cup of cottage cheese.

Simple math using 3 over 4 times 2 over 3 would have yielded 6 over 12, or ½. A calculator would have made the task even simpler. When dyads and small teams are tasked with solving a problem, sometimes there are surprises contained in effective communications. This same problem has been used in the classroom among dyads of young math students tasked with finding the square area of ¾ of 2/3 of a piece of paper. Much folding and tearing ensued before students agreed on final solutions (Shirouzu, Miyake, & Masukawa, 2002). Researchers must feel free therefore to assume this is less messy than cottage cheese.

Approaches to design problem solving can be more variegated than straightforward research and examination might indicate – people are non-linear problem solvers (Cockburn, 1999) and communications among team members is necessary to converge on the best conceptualization of the problem at hand.
Conway’s law states that software solutions structures reflect the communication structures of the organization which built the software, that “organizations which design systems (in the broad sense used here) are constrained to produce designs which are copies of the communication structures of these organizations.” Later research supports the law in practice among problem solving and design teams (Herbsleb & Mockus, 2003; MacCormack, Rusnak, & Baldwin, 2008). Non-linear and disjunctive shared conceptualization activities use communication and coordination to facilitate agile teams’ gathering, evolving and clarifying software requirements (Abdullah & Honiden, 2011), and computer-based representations and artifacts of team members’ features, bugs and inquiries support customers, managers, programmers and quality assurance personnel communications and coordination (Bertram & Voida, 2010).

Communications impact knowledge sharing and learning in development teams. Face-to-face communications is rich in meaning (Daft & Lengel, 1986; Dennis, Fuller, & Valacich, 2008) and use of gestures when using external representations is common (pointing at the artifact being the most used gesture in face-to-face communications) (Corrie, 2010; Čubranic et al., 2006; Storey, Čubranić, & German, 2005). Shared visual information representation on collaborative tasks positively impacts dyads’ time to completion and overall quality in a shared visual work space (Fussell, Kraut, & Siegel, 2000; Quinones et al, 2009). A simple shared interface in a group error-detection task can establish more formalized group memory and group awareness, which foster the shared cognition necessary for implicit coordination to occur (Lowry, Roberts, & Romano, 2013).
Expertise exchange, knowledge sharing and learning in small work groups is a function of strength of communication network ties (Yuan, Fulk, Monge, & Contractor, 2009) further supporting the concept that communications and coordination are relationship based, supporting therefore the concept that software design is relationship based, and with positive impact on task satisfaction.

Research by Sonnenwald (2001) finds that design teams and development teams increasingly include participants from different domains of expertise and responsibility. These agents must explore and integrate their specialized knowledge in order to contribute to the overall project, create innovative and competitive artifacts and reduce design and development costs. In this setting, communication, including integration of specialized knowledge and negotiation of differences among domain specialists, has emerged as a fundamental component of the design process (Sonnenwald & Ivonen, 1999; Sonnenwald, 1996). Pinto and Pinto examined communications in cross-functional organizational teams and found results demonstrated that high-cooperation teams differed from low-cooperation teams both in terms of their increased use of informal methods for communication as well as their reasons for communicating. Further, cross-functional cooperation was found to be a strong predictor of certain project outcomes (Pinto & Pinto, 1990).

Communication among team members impacts many factors. Facilitating communications among network designers led to better product and easier mental loadings in other research (Reeves & Shipman, 1992). Communication’s impact on team performance in a social networking analysis indicates that higher centrality to the team improved project performance, while higher centrality to the project was
negatively related to project performance (Ehrlich & Cataldo, 2012). Communication safety, the perception that blunt communications will not suffer repercussions, was the single strongest factor in determining customer ratings of project performance (Hirst & Mann, 2004). Creativity and innovation among negotiating dyads is enhanced by only one member of the dyad being more creative and introducing innovative ideas or partial solutions into the negotiations (Kurtzberg, 2005).

Daft & Lengel’s Media Richness Theory stipulates that the level of richness of the media involved impacts the efficacy of achieved communications and places two people face-to-face sharing a whiteboard being the most effective. In that setting is the ability to use verbal communication and gesture, along with fluid external representation. Paper memos or notes are considered the least rich media (Daft & Lengel, 1986). Further research in media richness using drawings and sketches as the sole method and also the end-product found that Media Richness theory assisted the findings (Melnik & Maurer, 2004). Communications facilitates understanding of complex interdependencies between people, artifacts and technological systems that can be often overlooked (Rogers, 2006).

Choices of communication based on richness is balanced and countered by choosing media based on synchronicity. Email might be the least rich choice available, but the timing and synchronization of the communication might be more important. Here Dennis et al’s Media Synchronicity Theory has impact. Communication might be best served by synchronous or asynchronous transmission, due to communication needs of both convergence and conveyance (Dennis et al., 2008).
Research on team cognition and shared mental models recognized that direct face-to-face collaboration performs better than technology-based collaboration of separated team members, explained by increased team learning and knowledge sharing, better team sensemaking and reflexivity and improved shared team mental model (Andres, 2013).

Designing software requires communication and coordination among paired team member developers and between many other stakeholders; agile software development boosts required communications between stakeholders.

2.1.4 Cognitive Workload in Agile Software Development

Agile software development is a cognitive task involving design considerations, customer expectations, standards and practices in software development and organizational principles.

Social cognitive loading often has two offsetting effects and results can be contradictory. While working closely in a paired software development setting, one developer may reduce cognitive load by relying on their partner. The partner then may, or may not, perceive an increase in cognitive load. If the partners agree to then transfer new knowledge to an external structural representation, both may be cognitively lightened, and both may learn from the experience, while building a team mental model (Sweller, 1988).

Often the pair develops structures external to their partnership, some form of documentation, model, sketch, or diagram to help clarify the current conversation, surface ambiguities and keep notes for future references. Technical documentation, notes and artifacts bear some portion of the cognitive workload in team and group
work (Hansen & Lyytinen, 2009). Sketching offloads cognitive stresses in design activities (Paulus & Yang, 2000; Yang, 2008), reduces time to decision (Hick, 1952) and allows partners to then pick up and use other cognitive factors (Miller, 1956).

Generally, the single most helpful thing to reduce cognitive loading is to share in a social setting and to then use external structural representations to capture declared agreements achieved in the social setting.

2.1.5 Summary of Agile Software Development

Agile software development and design has become popular in industry, largely due to increased project performance on time and budget. Collaborating pairs produce better software quality, more abstract and generalized and more applicable, while reducing rework and errors. Shared mental models are built, industry and organizational standards are passed on, learning is enhanced and trust is built, leading to increased learning and higher motivation to share. Use of structural artifacts and external representations in collaborating pairs is common. Table 2-1 follows and summarizes the concepts discussed here in the Agile Software Development literature review:
<table>
<thead>
<tr>
<th>Concept</th>
<th>Description</th>
<th>Relevance</th>
<th>Citations</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Incremental &amp; Iterative</strong></td>
<td><strong>Approach</strong></td>
<td><strong>Description</strong></td>
<td><strong>Relevance</strong></td>
</tr>
<tr>
<td><strong>Cycling through Analysis, Design, Coding, Testing and Delivery</strong></td>
<td><strong>Foundation of Agile Methodologies</strong></td>
<td><strong>Reduces costs, increases learning</strong></td>
<td>(Aoyama, 1998; Beck et al., 2001; Cockburn &amp; Highsmith, 2001)</td>
</tr>
<tr>
<td><strong>Moves Information</strong></td>
<td><strong>Reducing layers and time to move relevant knowledge</strong></td>
<td><strong>Reduces costs, increases learning</strong></td>
<td>(Beck et al., 2001; Cockburn &amp; Highsmith, 2001)</td>
</tr>
<tr>
<td><strong>Increases Deliverables</strong></td>
<td><strong>Bringing working software to customers in sprints</strong></td>
<td><strong>Facilitates requirements changing</strong></td>
<td>(Beck et al., 2001; Cao &amp; Ramesh, 2008; Maheshwari et al., 2012)</td>
</tr>
<tr>
<td><strong>Increases Software Quality</strong></td>
<td><strong>Fewer mistakes, less rework</strong></td>
<td><strong>Reduces costs</strong></td>
<td>(Arisholm &amp; Gallis, 2007; Balijepally et al., 2009; Cao, Ramesh, &amp; Abdel-Hamid, 2010)</td>
</tr>
<tr>
<td><strong>Design Time and Quality</strong></td>
<td><strong>Increased knowledge and cognition of pair</strong></td>
<td><strong>Reduces costs and increases quality</strong></td>
<td>(Abrahamsson &amp; Warsta, 2003; Hoda, Noble, et al., 2010)</td>
</tr>
<tr>
<td><strong>Communications</strong></td>
<td><strong>Communications in Agile is vital to all stakeholders</strong></td>
<td><strong>Decreases time between decision and consequences</strong></td>
<td>(Beck et al., 2001; Gorla &amp; Lam, 2004; Levesque, Wilson, &amp; Wholey, 2001; Nerur &amp; Balijepally, 2007)</td>
</tr>
<tr>
<td><strong>Communications</strong></td>
<td><strong>Communication skills are valued by others</strong></td>
<td><strong>Increases shared understanding</strong></td>
<td>(Espinosa et al, 2007; Hoda, Noble, et al., 2010; Syed-Abdullah et al., 2006)</td>
</tr>
<tr>
<td><strong>Cognitive Load</strong></td>
<td><strong>Reduced mental loading among developers</strong></td>
<td><strong>Reduces mental loading</strong></td>
<td>(Lavallée &amp; Robillard, 2012; Ryan &amp; O’Connor, 2012)</td>
</tr>
<tr>
<td><strong>Learning in teams</strong></td>
<td><strong>Learning new knowledge and new contexts</strong></td>
<td><strong>Increases quality and creativity</strong></td>
<td>(Beck et al., 2001; Browaeys &amp; Fisser, 2012; Fong Boh, Slaughter, &amp; Espinosa, 2007)</td>
</tr>
</tbody>
</table>
2.2 External Representation Theory

Zhang and Norman researched cognitive tasks which required the processing of information distributed across individual internal minds and external representations (Zhang & Norman, 1994). Using the Tower of Hanoi game requiring moving disks among pegs, they examined the reported internal perspectives and information processing of the participants and the external representations of the rules required to succeed. In this setting, artifacts were able to transfer cognitive loading by serving as memory aids and reminders of required rules, and able to provide information directly perceived by participants and information used without being interpreted and formulated explicitly. Further, external representations can anchor and structure cognitive behavior, limiting rational choices to those structured to the rules of the problem. External representations can alter the nature of the cognitive task at hand by limiting choices to those structured to the rules of the problem, easing effort of compliance with the rules and allowing concentration on the more abstract aspects of the task. By decomposing a hierarchical task into its component levels, the participant can then examine the representational properties of each component. Finally, external representations and artifacts are simply an indispensable part of distributed cognitive tasks and represent previous cognitive contributions.

Agile software teams promote feedback and collaboration among members. Two common practices include external representation artifacts called the story card and The Wall (Sharp, Robinson, Segal, & Furniss, 2006). The story card tells part of
the user’s story, such as “As a <role>, I want <behavior> so that <benefit>.” This helps capture and document user requirements. The card itself may be written with or by the customer and is posted to the Wall. The Wall is a highly visible public listing of the story cards and the requirements to implement them. Stand-up meetings are held by the Wall, with the whole team contributing to updating the Wall and removing those cards which have been completed. Cards on the Wall change daily, and with each sprint or iteration of the project. Communication through stories is the focus, rather than the mechanism of the communication for the team. Both the story cards and the Wall have notational and social value as structural and social annotation artifacts, reducing cognitive workloads without interpretation (Sharp, Robinson & Petre, 2009). This supports Zhang & Norman’s findings concerning memory aids and reduced cognitive workload.

Communication analysis of novice team programmers indicate that artifacts are often used by gesture and inflection, allowing communication without explicitly specifying communication content and bolstering collaborative learning (Čubranic et al., 2006). A social action model of information systems design highlights the importance of artifacts and external representations because the way design information is represented changes the way knowledge about the design is communicated and conceptualized (Gasson, 1999). This complies with Zhang & Norman’s finding that artifacts can anchor and structure cognitive behavior, and implies their finding that external representations and artifacts limit cognitive choices and facilitate more creative and abstract approaches. Kaptelinin (1996)
points out that as tools are commonly used to manufacture better tools, artifacts are used to build better artifacts.

When the software engineer arrives tomorrow to begin work, the existing written code serves as a memory aid and reduces cognitive loading. The code provides information that can be directly perceived and used without requiring interpretation and explicit formulation. The written code anchors and structures cognitive behavior of the programmer and changes the nature of the cognitive task by becoming an indispensable component of the cognitive task system. In so doing, Zhang & Norman’s findings are reproduced daily.

Further work concludes that cognitive systems are distributed across individual cognitions and memories and external representations. In these cognitive systems, artifacts help minimize cognitive complexity and facilitate users’ concentration of higher-order reasoning. Difficult mental operations are mitigated by use of external, mental workload reducing artifacts, and these further allow progressive, iterative evaluation of team choices (Sharp et al., 2009). Less-experienced users will rely more heavily on external representations and artifacts, while many users will never master a complex system (Horsky et al, 2003). External representations and artifacts can serve both to establish and to destabilize boundary protocols themselves, and these artifacts can be used to push and move boundaries rather than merely spanning them (C. Lee, 2005).

In discussing agile knowledge requirements sharing, Melnik & Maurer (2004) find that as system complexity increases in a professional software project, knowledge sharing through artifacts becomes less productive and more direct verbal
communication becomes more productive, due to the increasing complexity of the artifact required to carry information about a more complex system. A longitudinal case study, focused on emergence of a software ecosystem, found that artifacts not only play a role in developers’ activities, but also help other actors, like suppliers and customers, both learn about the software system and provide feedback, and help to inform and guide policy-making for organizational stakeholders (Hanssen, 2011).

Artifacts help structure cognitive tasks, often setting initial conditions in reengineering tasks and carrying information about requirements engineering and user needs. As such, external representations facilitate structural distribution temporally and help actors remember what was important yesterday (Hansen & Lyytinen, 2009). This both reduces cognitive loading and smooths transition as teams finish one iteration and begin the next. Developers may remember previous innovative or opportunistic design possibilities across time as members reconsider requirements elicitation directions of previous efforts while collectively interpreting and updating existing external representations (Guindon, 1990; Halverson, 1994).

2.2.1 External Representation Theory in Agile Software Development

Software developers use informal tools such as whiteboards, story cards and stand-up meetings, and written code itself, as well as more formal sources like bug databases and design documentation in order to build and maintain awareness of team progress and project milestones (Biehl & Czerwinski, 2007; Sharp et al., 2009). All the tools mentioned here are external representations and artifacts. Williams’ dissertation (Williams, 2000) discussed using artifacts from early in the design
process in order to achieve the goal of analysis and capture the requirements and some details about the requirements in artifacts. More recent research into the annotation possibilities of artifacts by Nobarany (2012) suggests that artifacts which support scalable, flexible and open collaborative workflows facilitate collaboration.

A representational determinism is suggested - the form of a representation determines what information can be perceived, what processes can be activated, and what structures can be discovered from the specific representation (Zhang, 1997). Woods posits that the presentation of artifacts include influences on the cognitive work required to solve the problem, referred to as the representation effect (Zhang & Norman, 1994). Here Woods refers to the design interpretation for better performance – to develop technological artifacts that shape cognition and collaboration. Artifact designs then become hypotheses, shaping cognition and collaboration and should be tested as such (Woods, 1998).

Artifacts and external representations are commonly used in software development, from working code to external coding standards or organizational preferences (Beck et al., 2001; Cockburn & Highsmith, 2001; Čubranic et al., 2006; Dekel & Herbsleb, 2007; Froehlich & Dourish, 2004; Scaife & Rogers, 1996; Sedig & Parsons, 2013; Storey et al., 2005).

### 2.2.2 Mind Maps

Mind maps are a type of spider diagram – they branch off of a word or phrase in the middle of the diagram, each branch representing another associated word or phrase and each branch capable of having sub-branches, and sub-sub-branches off
the sub-branches. Mind maps serve as external representations of cognitive associations, e.g., if the central phrase is “movies,” one branch might be “popcorn,” often associated with going to the cinema.

This type of diagram can be drawn on a single large piece of paper, can be used by one person or by a group, can be added to or branches marked over and deleted, and can serve as a common visual representation of depths of branches’ and sub-branches’ connections and the hierarchical relationship between them. Of course, there are now many software programs that produce mind maps and many of those are free and open-source. There are many ways to produce a mind map.

“In mind mapping the problem is stated in the centre of a piece of paper with a circle around it or an image. Ideas are then brainstormed in spokes originating from the central idea. Whereas traditional thinking opts for columns and rows, this working out from a core idea suits the brain’s thinking patterns better. It encourages thoughts to flow more smoothly.” (Zampetakis, Tsironis, & Moustakis, 2007)

The focus on key words “can foster more expansive connections” and keeping to a single image or graphic “allows one to see the entire picture at once and perhaps stimulate additional associations” (Budd, 2004).

Below is an example of a mind map by Abdul Rahman, taken from the internet, found at 3.bp.blogspot.com, entitled, “What is a mind map?”
Figure 2-2: Mind Map example

Mind mapping can be used to start a group process of decision framing, as mind mapping captures an emergent, team representation of a problem. Mind maps are simple to construct (Eppler, 2001) and serve as external representations in, for, and collectively by, a team or group in a distributed cognitive task (Zhang & Norman, 1994). Mind maps are simple to understand and need no external references to follow the connections and the hierarchies illustrated (Beel, Gipp, & Stiller, 2009).

Mind maps represent information in nonlinear ways that more “closely corresponds to how the mind actually organizes information. One of the main distinctions between information and knowledge… is that knowledge is arranged in networks with meaningful connections between clusters of information. While information can be transmitted as is, knowledge needs to be constructed as a web of meaningful connections” (Rosenbaum, 2003). Mind mapping as a team or group constructs this knowledge web using information from all members, and in a connective web built by the whole team.
The act of mind mapping serves as a social lubricant in a newly formed team, with the mind map itself serving as a common and salient artifact each member can use as a common point of reference in brainstorming and getting to know other team members in the process. The act of mind mapping allows each member to contribute from their strengths without any pressure to lead the conversation. Mind maps allow direct elicitation and collectively approved representation of issues in the problem at hand (Petersen & Wohlin, 2010). Mind mapping in MBA programs to assist studying case studies enhanced creativity and productivity in participating students, facilitated learning and fostered efficiency in group work (Mento, Martinelli, & Jones, 1999).

Mind maps facilitate expert search, document summarization, keyword-based search engines, and document recommendation systems by determining word relatedness in data mining analysis and design (Beel et al., 2009). Use of mind maps with engineering students increased learning and promoted cohesion in student teams, validating a strategy aimed at reducing time necessary to incorporate creativity in engineering curricula (Zampetakis et al., 2007).

The cognitive issues of problem solving as a design team require a team mental model to be built or to emerge. Mind mapping helps build a team cognitive foundation and team cognition helps explain team performance (DeChurch & Mesmer-Magnus, 2010).

Team mental models are fashioned as groups work together to perform the task. Team mental models have been compared to “lossy compression,” where some information richness is lost as the unifying mental model is built, such as a moving average which can show trend but not individual points of data. This mental model is
therefore never perfect or complete, but can be improved (the average can be raised) through concerted, increased efforts in sharing (Carley, 1997). Mind maps, especially in the beginning stages of design team work, help coordinate and build team mental models in order to reach public, team support for problem framing and solution building (Gallupe, DeSanctis, & Dickson, 1988).

Mind mapping as an individual or in a group reinforces clarity of thought upon reflection, serving as a memory aid and reducer of cognitive loading (Beel et al., 2009; Zhang & Norman, 1994). Zhang and Norman (1994) point out three aspects of external representations in distributed cognitive tasks that have effect here.

First, external representations serve as memory aids. “…the goal problem states didn’t need to be memorized, because they were placed in front of the subjects either by diagrams or by physical objects. This is the most acknowledged property of external representations.” By serving as memory aids, mind maps refresh working memory and reduce cognitive loading.

Second, external representations in distributed cognitive tasks become part of the representational system of any distributed cognitive tasks. The representations are “a direct reflection of the nature of distributed cognitive tasks, which require the processing of information distributed across internal and external representations.”

Third, external representations as artifacts in a system change the nature of the task itself. Zhang & Norman (1994) discuss two perspectives of the overall system, one of the system itself and another of the individual in the system. From here, they posit that the system overall, relying on both internal and external representations, sees external representation as facilitating the task itself by both
serving as a memory aid and by facilitating the distribution of cognition outside the individual.

“From the system’s view (internal + external representations), external representations can make a task easier; from the person’s view (internal representations only), external representations change the nature of the task. Though the two versions had the same abstract structure, their cognitive processes were different. Nevertheless, when considered as systems, I1-E23 was much easier than I123.” (Zhang & Norman, 1994)

The individual, interacting with the external representation, then sees the nature of the task differently as external representations change the cognitive structure of the overall task.

The effect of these three different aspects is that the external representations, and our current focus is a mind map diagram, emerge from cognitive sharing, both in individuals and in groups. This external representation facilitates the task, but changes the mental nature of the task also. New cognitive connections are made, and this illustrates the effect the authors refer to as changing perceptions in the members, which then affect internal cognitive representations and processes.

What we perceive changes what we then think.

As a simple example, we point to traffic lights. While driving, we might notice a green light ahead change to yellow. This perception process of external representation in our system triggers an internal cognitive process – we remember that the red light will come soon. Other cognitive processes are initiated, and we might remember that this light, at this intersection, in this traffic pattern, changes slowly. This presents a decision needing urgent attention – should we speed up to make it through the intersection before the light goes red, or do we slow down and
expect to stop? The external representation given to us in this example is outside our control, but we must interact with it nonetheless.

Mind maps serve as external representations in a distributed cognitive environment. The individual can use mind mapping to serve as an external representation of internal thought processes, and groups can build mind maps to serve as external representations of collectively approved conceptual connections emergent from the group for the task at hand.

2.2.2.1 Working with Mind Maps

Mind maps are simple to construct, cognitively undemanding to understand, and easy to remember. Mind maps reduce cognitive loading and serve as memory aids, keeping relationships between concepts clear and refreshed. Mind maps bring context to information, forming knowledge. Mind maps enhance creativity by allowing nonlinear thought processes. Mind maps help team sharing and building team mental models, illustrating group-ratified representations of issues at hand. Mind maps built individually by team members can then be blended, and therefore serve to elicit explicit information sharing when teams start and members have little knowledge about other members, including others’ experience in teams.

Other mapping techniques for building or sharing cognition do exist. Cognitive maps were originally developed to display mental models of associations between two or more concepts. Later usage included hierarchical levels. Mind maps help build cognitive maps, are more finely grained when doing so, and force explicit
hierarchy in building them. Thusly, mind maps include more cognitive information than cognitive maps (Eppler, 2006).

Concept maps show relationships among or between concepts, associations among equals. Concept maps are based on deductive reasoning for meaningful learning; e.g., Porter’s Five Forces model and Unified Modeling Language (UML). Concept mapping was used to predict problem-solving performance by computing information uncertainty (here as EntropyAvg) and findings correlate these predictions to individuals' problem-solving performance with high predictive power (Hao et al., 2010). However, concept maps contain no intrinsic hierarchy. Mind maps bring both intrinsic hierarchy and many more levels of cognitive association (Eppler, 2006).

Mind maps allow nonlinear cognitive connections and thus spur creativity in outlining solution possibilities. Guindon (1990) posited that opportunistic thoughts in design emerging through top-down decomposition were suitable and beneficial for ill-structured design problems. Halverson found that analyzing and using existing components or aspects of systems scheduled to be replaced can reveal new uses for existing technology and reduce cognitive costs of transitioning to new systems (Halverson, 1994). Mind maps are useful in facilitating team members’ efforts in beginning to form a cohesive unit and in working out team conflicts by allowing explicit member input in each member’s own area of strength while allowing each member to gain understanding of other members’ strengths, and combinative working toward a team-approved, publicized solution structure.
Mind mapping has been used across many disciplines and has been found to be useful for beginning exploratory research analysis of both endogenous and exogenous factors in systems under study. In fact, one researcher who has been using mind maps in psychology for years has established a link between mind maps, concepts maps and structural equation modeling (SEM), pointing out that the combination of concept map and mind maps can form a direct analog of complex mathematical structural equations in modeling (Huba, 2013). Here the mind map represents the estimation of the measurement model parameters and the concept map represents the structural model. This analog has been used in at least one professional journal research paper which used a three-stage approach to modeling transportation policy impacts on environment, society, economy, and energy (Ülengin et al, 2010). In this paper, cognitive mapping with hierarchies is used as a first stage to assist in conceptualization for the SEM model. (Cognitive mapping with strict hierarchies is mind mapping.) Another paper analyzed cognitive maps to help teams structure issues and problems in preparation for statistical modeling and simulation modeling of “messy” problems (Eden, 2004).

Using mind maps in project management practice leads to “whole brain” solutions by combining the analytical and logical business and engineering school left-brain with the art and design school right-brain approach to imagination and creativity (Mantel, Jr., Meredith, Shafer, & Sutton, 2011), increasing both quantity and quality of ideas generated across the entire project team. Using the example of a part-time MBA program whose school wanted to improve their program, the authors illustrate how to build out a mind map. Starting with the project’s objective of
“Generate Ideas for Breakthrough Performance in Part-Time Program,” the project team filled out 4 sub-branches and then proceeded from there to elucidate further concerns among the four sub-branches. Mantel, Jr. et al point out that when the mind map is being built out, key words and images are used to engage more of the mind than outlines and sentences when diagramming tasks. Upon completion, the mind map represents a socially-approved diagram of key concepts and linkages among them.

This is akin to a project management tool called the Work Breakdown Structure (WBS). The WBS extracts all pertinent tasks by task level, numbers each task, shows responsibility for each task, shows project milestones and helps more accurately estimate costs, risk and time for budgeting. Mind maps can be used to build WBS in a project, and facilitate more enthusiasm for the work by encouraging higher average participation from all members. Mind maps in project management help to “solve the right problem, as well as solve the problem right” (Brown & Hyer, 2002). Creating a Work Breakdown Schedule (WBS) by mind mapping it first produced faster and more detailed results compared to producing the WBS by outlining it. Also, enthusiasm for the project was raised and remained higher than average, with less opportunity for unproductive conflict and increased chances for creative inputs (Brown & Hyer, 2002).

2.2.3 Summary of External Representation Theory

Artifacts and external representations are constructed to help as working memory aids and reduce cognitive loading and to engender conversation and
communications and increase communications efficiency among group and team members. Artifacts and external representations allow offloading mental structure, facilitating more abstract thinking. External representations change the relationship between the user and the task, anchoring and structuring cognitive choices to rational constraints. Artifacts and external representations help to decompose a hierarchical task into component sub-tasks, allowing examination of representational properties of each component. External representations are an indispensable part of structural cognition in a distributed cognition system, and help serve as temporal reminders of previous cognitive choices.

Mind mapping allows both individuals and teams to externalize cognitive thoughts and reference these maps later to decrease mental loading and extend conceptualization during design, especially in framing an ill-structured problem. Mind maps require the linking of concepts in a hierarchical way. Mind maps are easy to understand and to construct, requiring no intensive training to make or use them. As artifacts, mind maps fulfill the requirements of valuable external representations. Further, mind maps bring the creativity-enhancing aspects of sketching and diagramming to the analytical, task-oriented aspects of both structural equation modeling and project management, engaging the whole brain in the effort.

Table 2-2 is presented below, using “AER” to represent Artifacts and External Representations, and summarizing the literature review of External Representation Theory:
### Table 2-2: External Representation Theory Characteristics

<table>
<thead>
<tr>
<th>Concept</th>
<th>Description</th>
<th>Relevance</th>
<th>Citations</th>
</tr>
</thead>
<tbody>
<tr>
<td>AER as memory aid, reducing cognitive load</td>
<td>AER reduce cognitive load and help serve as memory aid</td>
<td>Reducing cognitive loading helps designers in cognitive tasks</td>
<td>(Mangalaraj et al., 2014; Sharp et al., 2009; Zhang &amp; Norman, 1994)</td>
</tr>
<tr>
<td>AER as extended cognition</td>
<td>AER allow efficient communication</td>
<td>Software developers communicate better</td>
<td>(Čubranic et al., 2006; Gasson, 1999; Zhang &amp; Norman, 1994)</td>
</tr>
<tr>
<td>AER as temporal structure and anchor cognitive behaviors</td>
<td>AER change over time as designers iterate changes</td>
<td>Facilitates changing requirements and reminds of previous choices</td>
<td>(Kaptelinin &amp; Nardi, 2006; Storey et al., 2005; Zhang &amp; Norman, 1994)</td>
</tr>
<tr>
<td>Mind Mapping diagrams as AER</td>
<td>Capturing concepts and inter-relationships among tasks and aligning cost and time budgets</td>
<td>Easy to learn, easy to use, useful and detailed</td>
<td>(Beel et al., 2009; Budd, 2004; Eppler, 2006; Eppler, 2001; Petersen &amp; Wohlin, 2010; Rosenbaum, 2003; Zampetakis et al., 2007)</td>
</tr>
<tr>
<td>Mind Mapping hierarchy in AER</td>
<td>Forces hierarchical choices without forcing task priorities</td>
<td>Requires developers to start, to begin, to choose</td>
<td>(Beel et al., 2009; Buckingham, Ahmed, &amp; Adams, 2007; Dix, 1994; M. J. Eppler, 2006; Zampetakis et al., 2007)</td>
</tr>
</tbody>
</table>
2.3 Distributed Cognition

Distributed cognition is a branch of cognitive science that proposes cognition, information and knowledge are not confined to an individual; rather, it is distributed across objects, individuals, artifacts, and tools in the environment.

Distributed Cognition originated with Edwin Hutchins, an anthropologist and cognitive psychologist. A lifelong competitive sailor, he studied how navigation is coordinated on US navy ships around San Diego. He observed the necessary knowledge and cognition to operate a naval vessel does not exist solely within one’s head; knowledge and cognition is distributed across objects, individuals, artifacts, and tools in the environment.

Distributed cognition is a cognitive theory which posits that data, information and knowledge not only lie within an individual but are also contained within the social and structural environment of the actor. Distributed cognition allows a person to “distribute” their knowledge throughout external artifacts as external representations of internal perspectives and also throughout social structures and ties. Distributed Cognition has illustrated how cognitive tasks can be spread among a team or group, allowing input to a team from each member, and each member changing and shifting their own individual perspective of the team’s goals and progress over time due to inputs from other team members (Yvonne Rogers, 1997).

Distributed cognition uses external representations, artifacts and tools as well as internal representations. An easy example of this is a person using a handheld calculator – the cognitive process of “driving” or controlling the calculator is based inside the person’s brain. The external plastic “brain” artifact will not know what the
person using wants to accomplish until the person interacts with it. Only the internal representations of the task, fitted inside the person, can direct the external representations, such as pushing the proper buttons on the calculator. Further, many people can testify that a simple calculator may require multiple stages of usage to solve a particular problem, with the person using external pencil and paper to scribe partial answers or accuracy checks along the way to the final solution. This is a simple distributed cognition system.

When a group coalesces to solve a problem, each team member requires inputs from other team members in order to begin constructing a common or team cognition, a team mental model (Bossche et al 2010). Dong et al (2013) speak of “the emergence of sharedness of the team mental model” over time. Andres posits “team cognition as a set of mental processes and intra-team communication exchanges that facilitate team learning, reflection, and shared understanding” (Andres, 2013). Teams must make sense of the problem and its context, and distributed cognition contributes to team sense-making.

In building a shared mental model under distributed cognition, Ashmos & Nathan (2002) state a “particular mental model or structure that reflects users' understanding of a system and how it works can help to direct our thinking toward new and different uses for teams that can ultimately help make teams and their organizations more flexible and effective.” DeChurch & Mesmer-Magnus (2010) posit that “team mental models ought to improve team process.” Banks & Millward (2000) focus on shared mental models as direct artifacts of distributed cognitive processes – a “framework for studying shared mental models is which the model is
considered to be distributed amongst the team.” Kozlowski & Ilgen (2006) see
distributed cognition where “team mental models refer to knowledge structures or
information held in common.” Distributed Cognition can be seen as humans using
tools and the tools mediating the hierarchically organized motives, goals and
conditions of the humans. Further, these tools continually undergo various levels and
types of development to increase their utility in the system (Kaptelinin, 1996).
Shared or team mental models are built while underway and making progress, and
revised as needed when facing shifting goals and plans. Distributed Cognition theory
is based on this evolutionary concept of problem solving.

2.3.1 Distributed Cognition in Agile Software Development

Agile software development, especially in pairs, already uses the social and
the structural aspects of distributed cognition, the dual approach to total team
cognition. Gasson posits three theoretical lenses to understand how individuals and
groups frame IS problems and solutions. These include socially-situated cognition,
socially-shared cognition, and distributed cognition. Here the author illustrates the
analytical levels of organizational IS design and adaption and asks whether cognition
is a property of individuals, groups or technological systems (Gasson, 2004). Rogers
& Ellis (1994) examined individual, social and organizational (environmental)
settings as influences on seemingly individual efforts and work, and conclude that
Distributed Cognition is the better framework of analysis rather than discrete
cognition, sociological and organizational lenses.
The benefits of using Distributed Cognition in software design and development team research include a systemic view of software teams and their activities, abstraction of artifacts as representational media, capture of software development techniques as transformations and representations of information coordination and communication, and consideration of individual and organizational learning (Aranda & Easterbrook, 2006). The artifacts and external representations used in distributed cognition cannot contain distributed cognition without individual cognition and dissemination - each human shares information and knowledge of how to interpret that information by using the tools available (G Salomon, 1993). Framing software engineering requirements as a Distributed Cognition environment indicates fruitful analysis of agile methodologies study (Hansen, Kharabe, & Lyytinen, 2013). Distributed Cognition is a valid mechanism for use in studying the intricacies of pair software development.

2.3.1.1 Communications in Distributed Cognition in Agile Software Development

Mature eXtreme Programming (XP) teams are highly collaborative and rely heavily on interactions between team members and their support environment (Sharp & Robinson, 2006). Agents in a distributed cognition setting benefit from communicative awareness of a dynamic and collaborative process that binds agents together in a moment-by-moment basis (Stanton et al., 2006). Members of a distributed cognition system benefit more from face-to-face communication than from collaborative technology, facilitating team cognitive functions such as team learning, team reflexivity, and shared mental model development (Andres, 2013).
Blandford & Furniss (2006) studied a large ambulance control center using distributed cognition and found that external representations elicited feedback from members concerning changes in practice and method. Davern et al (2012) examined cognition in IS which extends beyond the individual to teams, communities and systems as units of analysis. Findings include how important communications become in an iterative improvement setting. Communications include social and structural distribution by personal communications and by use of external representations. Distributed cognition communication in software development includes both social and structural cognition.

Flor & Hutchins found support for communication in a distributed cognition setting by pointing out increased reuse of system knowledge, sharing of goals and plans, efficient communication (illustrated by lack of rigorous articulation and full specification of communications) in verbal communications among team members which was still effective (Flor & Hutchins, 1991). Even something as simple as gestures by team members has been found to be effective communication, especially gestures referring to external representations (Corrie, 2010; Gutwin & Greenberg, 2001). Further support for increased communications in a distributed cognition system also includes increased levels of talk when facing ambiguous aspects of joint plan segments, shared memory for previous alternatives and old plans, and division of labor among team members, where the navigator actually uses the driver as a “smart keyboard” with feedback, and the driver uses the navigator for architectural and strategic feedback to assure the larger fit of the current solution (Flor & Hutchins, 1991). Increasing task complexity engendered increased communications
among dyadic students (Iiskala et al., 2011; Shirouzu, Miyake, & Masukawa, 2002). Guindon & Curtis (1988) found support for opportunistic design possibilities in software engineering communications using design schemas, design heuristics, and design methods among team members. Further support for opportunistic opportunities in design possibilities was found in research on air traffic control systems rework in a distributed cognition setting. (Halverson, 1994) Distributed Cognition communication systems are robust, adaptable and flexible; “agile,” if you will.

Hutchins (2000) points out that distributed cognition systems require communications between social agents and team members in the system as well as communications among structural members (external representations and artifacts) of the system. Further, these communications facilitate processes being distributed across time in such a way that the products of earlier events can transform the nature of later events. This provides further support for Zhang & Norman’s (1994) position that artifacts and external representations transform the cognitive nature of the task (Hutchins, 2000).

2.3.1.2 Cognitive Workload in Distributed Cognition in Agile Software Development

Distributed Cognition as method uses protocol analysis, neural network simulations, and laboratory experiments as well as case studies and empirically based surveys and systemic analysis of practitioners. Challenges include integrating concepts from organizational sciences and social sciences with cognitive analysis of
representational states. Artifacts supporting coordinating activity, significant collaboration among team members and influences of the physical environment on members choosing activities to pursue in a distributed cognition setting were among the findings in a medical team technology environment (Rajkomar & Blandford, 2011).

One early paper regarding cognitive workload in collaborative software development found that standard cognitive science measures applied to software design and development activities (Robillard et al, 1998). Treating software development activity as information processing, requiring both convergent shared mental models and divergent creative searching, finds that mental models actually diverge over time as role differentiation increased (Lavallée & Robillard, 2012).

Perry & McCredie found that examining the informational content of activities and treating them as information processing events, distributed cognition supports user-centered design choices, applying a cognitive engineering approach to development and implementation of technology to mediate work (Perry & Macredie, 1999). Cognitive workload in Distributed Cognition systems in Agile software development require high levels of communication to reduce cognitive workload, yet include media rich in communication and are therefore fruitful for fostering fecund focus.

2.3.2 Summary of Distributed Cognition in Agile Software Development

Distributed cognition theory posits that individual cognition can be extended in a team setting by both social cognition, such as small teams or collaborating pairs,
and by structural cognition, such as artifacts and external representations. This distributed cognition exceeds that of any individual, even in a simple setting of using pencil and paper to extend one person’s cognition in framing and solving a math problem. Distributed cognition theory fits well with agile software development due to extended use of artifacts, external representations and recognition of the expected and required communications between actors in a distributed cognition environment. Cognitive workload in a distributed cognition environment both increases and decreases whenever learning takes place and when actors offload onto cognitive artifacts and external representations. Table 2-3 follows and summarizes the concepts discussed here in the Distributed Cognition literature review:
2.4 Literature Review Summary

A narrow ontology has been constructed here, concerning individual and paired programmers in framing ill-structured problems and designing solutions for those problems. This ontology is correspondent to existing theory and practices, coherent to the environment which it describes, and constructive for
extending the body of knowledge by supporting epistemological inquiry into socially cognitive pair design problem framing and solution propositions using structurally cognitive artifacts and external representations.

Agile methodologies are popular in industry and are increasingly used. Pair software development is a standard “best practice” in industry which uses pairs as collaborative partners, providing social cognition. However, paired programming still has not risen to the quality and productivity level of the first-best individuals. How can we help paired software developers perform better?

Artifacts and external representations abound in this environment, e.g. story cards, flip charts, bug databases, working software code, electronic tracking and CASE tools, and provide externalized structural cognition. Communications in pair software development support collaboration among team members and facilitate shared team mental models.

Distributed cognition theory fits well with existing industry practices by supporting existing use of social and structural cognition and provides opportunity to test interactions between social and structural cognition.

Mind mapping facilitates communication and coordination in small groups, especially those teams working on starting to frame ill-structured problems. Mind mapping enhances concept capture individually and in teams, provides peer-approved hierarchy among concepts, and serves as artifacts and external representations to guide problem framing and solving.
This research serves well as a basis for inquiry into distributed cognition among software designers, a much understudied area of research. By using mind maps, shared structural cognitive artifacts are created for current use and expanding future research possibilities. Perhaps mind mapping can contribute to communication and coordination among paired software developers and elevate performance in paired software designers.

This research will contribute to practice by illuminating theoretical underpinnings of industry practice and highlighting possible paths to improved software design. The benefit of net gains from pair development that approach the work of the best individual developer would be invaluable for practitioners.
Chapter 3

Research Model and Hypotheses

This chapter outlines the research model designed to answer the three research questions and delineates the hypotheses included in the research model.

3.1 Research Model

The Research Model is pictured as follows, with indicated hypotheses:

![Figure 3 – The Research Model](image)

Figure 3.1: The Research Model

The model above shows Agile software developers working with and without Mind Maps, as individuals (measured as nominal pairs) and in collaborating pairs.
Partial mediation is expected by communications in the development process. Communication may be social or structural. Collaborating pairs will experience increased social communication, but individuals creating artifacts, such as mind maps, can increase self-communication. Structural communication is inherent in the creation of external representations, as ideas and thoughts must be represented in the external structure. Cognitive workload in the development process will be affected by both social and structural conditions, leading to partial mediation of cognitive workload effects.

Differences in design solution quality and in job satisfaction are hypothesized among software designers working with and without mind maps, as individuals and in collaborating pairs.

The Research Questions for this study are repeated here:
1) Do software designers working in pairs have a greater effect on the quality of software design than do individuals?
2) Do mind maps assist software developers in a design task to increase the quality of design, among individuals and in pairs?
3) Do mind maps assist collaborating pairs in a software design task equal the work of the best individuals?

We believe the research questions above have been supported by the literature review and serve to bolster the following hypotheses.
3.2 Hypotheses

3.2.1 Impact of Pair Designing on Software Quality

Collectively approved solution actions, based on communication and interaction between internal cognitive processes of individual members of a collaborating pair, evolve and emerge from interaction of complementary skills and experience in a collaborating pair of software designers.

Extant literature is rife with examples of increased software quality. Earlier studies include (Williams, Kessler & Cunningham, 2000), (Cockburn & Williams, 2000), (Nawrocki & Wojciechowski, 2001), (Lui & Chan, 2003), (Aiken, 2004). Williams et al (2000) found that among both experienced professional programmers and advanced undergraduate students, software quality, measured as better algorithms with fewer defects, increased in pair programming situations. Cockburn & Williams (2000) supported the idea that pair programming produces better design quality by forcing members to communicate and defend their solutions before finalizing the design. Nawrocki & Wojciechowski (2001) highlighted that pair programming by students produced better quality code and took less time than two serial individuals. Lui & Chan (2003) reported that pair programming produces better quality than individuals when focused on design. Aiken (2004) highlights that pair programming brings paired review and
debugging, producing fewer defects in the software code, in an early review of extant pair programming literature involving both professional programmers and students.

More recent studies of pair development programming and design also indicate increases in quality of work among paired team members (Cao et al., 2010), (Giri & Soni, 2013), (Mangalaraj et al., 2014). Cao et al (2010) found in a study of 9 organizations that pair programming lowered the cost of design quality by 36% averaged across all projects in the study. Giri & Soni (2013) highlighted the increased quality of software written by professional programmers using paired design and development. Mangalaraj et al (2014) examined software design in a distributed cognition setting and found that paired development increased the quality of design solution.

The combined, communicating cognitive strengths of more than one mind increase the chances of finding better solutions (Guindon, 1990). Flor & Hutchins (1991) found support for paired developers communicating efficiently in socially distributed cognition, without full specification of thoughts or sentences, searching through a larger solution space, sharing goals and plans, and shared memory of old plans.

However, most studies indicate that the software quality of a collaborating pair will exceed that of the second best member of a nominal pair and not exceed that of the first best member of nominal pair. The quest for the elusive prize of
paired programming quality exceeding that of the first best member of a nominal, non-collaborating pair continues without support from literature. Therefore:

**H1:** Design solution quality of a collaborating pair will be higher than that of a second best member of a nominal pair in a software design task.

### 3.2.2 Impact of Mind Maps on Software Design Quality

Artifacts and external representations enable recall of pertinent knowledge, define and lend clarity to ill-structured design problems, facilitate shared representations, evoke schemas and conceptual operators germane to the design under consideration and lead to greater team collaboration and reflexivity (Čubranic et al., 2006; Gasson, 1999; Hansen & Lyytinen, 2009; Hanssen, 2011; Helen Sharp et al., 2009; Zhang & Norman, 1994). Čubranic et al (2006) found that designers who externalized expectations and defended decisions completed tasks faster and with less rework. Gasson (1999) highlighted design experts communicating design domain knowledge while domain experts communicated IS domain knowledge in a large project for Fujitsu Telecommunications, and both activities increased software design quality. Hansen & Lyytinen (2009) supported distributed structural artifacts in professional IS design leading to higher quality and less refactoring. Hanssen (2011) points out organizations which use external representations react faster and with more quality in their software ecosystem; here the external artifacts serve well as reminders of previous decisions and possible alternatives. Sharp et al (2009) supported using story cards and The Wall
among professional software developers to facilitate shared understanding of software requirements and produced higher quality software. Zhang & Norman (1994) point out that cognitive tasks benefit from external representations by reducing cognitive loading and enhancing understanding of the solution requirements.

Flor & Hutchins (1991) also found that structurally distributed cognition in paired development served as memory aids for previous decisions, enhancing the overall quality of the final solution reached by the pair.

Software designers using mind maps can more easily plan ahead to resolve design conflicts, integrate diverse standards from industry, from organizational expectations and history, and induce a higher quality of solution. Therefore:

H2: Design solution quality will be higher when mind maps are used during software design.

3.2.3 Impact of Mind Maps on Task Satisfaction

Task satisfaction is one of the determinants of good software design (Aladwani, 2002). Using external representations like mind maps lowers task cognitive complexity and boost participants’ confidence, leading to higher job or task satisfaction (Balijepally, 2006; Beel et al., 2009; Cockburn & Highsmith, 2001; Cross, 2001; Shah et al., 2001; van der Lugt, 2002; Zampetakis et al., 2007). Balijepally (2006) found that all workers in collaborating software developer pairs were more satisfied than individuals in nominal pairs. Beel et al
(2009) posited that use of mind maps for cognitive knowledge work heightens confidence in proposed solution, boosting satisfaction. Cockburn & Highsmith (2001) highlighted that the cost of moving information is lower in agile software development pairs, increasing knowledge in the domain and boosting confidence, thus increasing task satisfaction.

Cross (2001) examined sketching in design science, using illustrations and diagramming to increase cognitive externalization and sharing information, knowledge and plans. Shah et al (2001) discussed collaborative sketching, increasing confidence in proposed design solutions, leading to higher task satisfaction. van der Lugt (2002) found that creativity and innovation through group sketching improved members’ satisfaction in the task and increased confidence in the solution. Zampetakis et al (2007) highlighted that conjoint analysis of leading students to use mind maps derived support for student’s increased task satisfaction when using mind maps to provide engineering solutions.

Small & Venkatesh (2000) used a cognitive-motivational model of decision satisfaction to illustrate that increased confidence improves task satisfaction. Therefore:

H3: Task satisfaction will be higher when mind maps are used in a software design task.
3.2.4 Impact of Pair Designing on Task Satisfaction

Pairs working on tasks report higher satisfaction than individuals working alone (Balijepally et al., 2009; Cockburn & Williams, 2000; Mangalaraj et al., 2014; Nosek, 1998; Pedrycz, Russo, & Succi, 2011). Balijepally et al (2009) highlighted increased satisfaction from paired developers, along with increased confidence equal to that of the first-best performers of nominal pairs. Cockburn & Williams (2000) found that both professional and student programmers who worked in pairs were more satisfied and more confident in their solutions. Mangalaraj et al (2014) pointed out that small groups and collaborating pairs have a higher job satisfaction than individual and nominal pairs. Nosek (1998) examined professional programmers and found that both confidence in solution and process satisfaction were significantly higher in those who worked in collaboration with others, with much smaller standard deviations in the measures. Pedrycz, Russo & Succi (2011) found that among professional programmers, pair programming has actually a strong positive effect on satisfaction.

de Vries et al found that knowledge-donating and knowledge-collecting behaviors were indicative of eagerness-to-share and willingness-to-share attitudes. Communications in collaborating pairs, small groups and teams increased job satisfaction, which then increased communications overall. (de Vries, van den Hooff, & de Ridder, 2006)
Collaborating pair software developer designers communicate and build shared understanding, increasing task engagement, reducing complexity through sharing and contributing to higher overall task satisfaction. Therefore:

H4: Average level of task satisfaction will be higher among collaborating pairs compared to average task satisfaction level of nominal pairs.

3.2.5 Communications in Software Development Design Tasks

Effective communications in design tasks enhances good design (Adamczyk et al, 2007; Fischer & Ostwald, 2003; Giri & Soni, 2013; Kleinsmann & Valkenburg, 2008; Kokotovich & Purcell, 2000; Mangalaraj, 2006; Shah et al., 2001; Sonnenwald, 1996). Adamczyk et al (2007) examined collaboration tools such as sketching and collaborative writing in design to analyze the agility of these tools in rapidly changing design specifications scenarios, finding that communication by the design teams were the key factor in achieving design success. Fischer & Ostwald (2003) posit that communication, involving the communication media, are essential to design and design practice. Giri & Soni (2013) highlighted that better programmers (ranked by the Programmer Aptitude Test, PAT) used better communications, more efficient and more effective, than junior programmers. Kleinsmann & Valkenberg (2008) researched designers in collaborative design, regarding communications, to find that face-to-face communication led to better quality and more effective design solutions through
increased shared understanding. Kokotovitch & Purcell (2000) supported findings that visual communication students produced more creative ideas using industrial design sketches and group communications than law students when both groups were compared to industrial design students, again illustrating the power of visual communication in design studies. Mangalaraj (2006) illustrated that in software development, group and pair communication raised the performance levels of the groups. Shah et al (2001) found that collaborative sketches in design work carry more communication than originally intended, opening discussion for further shared understanding and leading to more detailed and higher quality solutions. Sonnenwald (1996) highlighted that communications in cross-discipline design teams support knowledge exploration, collaboration and task completion by negotiating differences across organizational, task, discipline and personal boundaries.

Flor & Hutchins (1991) point out that software development pairs communicate through both social and structural cognitions in a distributed cognition system, achieving effective and efficient communication, including gesture and inarticulate, underspecified sentences in conversation. Daft & Lengel (1986) posit that face-to-face communication supported by sketch, diagram and gesture is the richest possible media with which to communicate. Corrie (2010) found that researchers often use gesture instead of words to communicate when using diagrams and collaborative illustrations of research paths and posited
solutions. Communications among software developers in a design task in collaborating pairs will explore a larger solution alternatives space, increase shared understanding and induce higher quality design solutions. Therefore:

H5: Increased communications in collaborating software development pairs in a design task will bring higher quality design solutions.

3.2.6 Cognitive Load in Software Development Design Tasks

Design is an ill-structured problem and requires integrating diverse fields of knowledge. Designers’ subjective cognitive load impacts design quality. Distributed cognition enhances cognitive offloading both socially and structurally. Social cognitive offloading will occur in dyads and small groups, increasing working memory. Structural cognitive offloading, extending cognition beyond the individual through using artifacts, such as mind maps, will occur in software developers using external representations, facilitating design solution quality increases (Greenberg & Dickelman, 2000; Hansen & Lyytinen, 2009; Kaptelinin, 1996; Yvonne Rogers & Ellis, 1994; Scaife & Rogers, 1996; Sedig & Parsons, 2013; Helen Sharp et al., 2009; Yang, 2008; Zhang & Norman, 1994; Zhang, 1991).

Greenberg & Dickelman (2000) found that external artifacts offload cognitive stress in performance support systems and especially in in software analysis and design work. Rogers & Ellis (1994) posit that cognitive offloading through external representations serves to inform systems design, leading to a
more complete cognitive representation state. Sedig & Parsons (2013) examined interactive visualization-based computational tools supporting complex cognitive activities such as analytical reasoning, sense making, decision making and problem solving. Reaching solutions or decisions involves interaction between multiple actors and artifacts, leading to improved solution alternatives. Yang (2008) supported sketching systems as design representations and that increased use of external representations boosted design communication and interaction in design teams, leading to improved solution possibilities. Zhang & Norman (1994) found that distributed cognitive tasks’ nature changed when artifacts were used to offload cognitive stresses, facilitating increased quality of proposed solutions. Zhang (1991) found that problem-solving representations involve both internal and external aspects in order to complete problem solvers’ cognition, allowing cognitive offloading, leading to a larger space of solution alternatives and increased probabilities of proposing solutions with higher quality. Sharp et al (2009) examined both notational and social aspects of artifacts and external representations and found that software designers benefitted by offloading extant representation states to story cards and the Wall, freeing working memory and facilitating a higher, more structural perspective and promoting less rework. Scaife & Rogers (1996) researched the effects of distributed cognition and found that external representations allow computational offloading, graphical representations of constraints and boundaries, and continuous re-representation,
all aspects of framing problems for solving, leading to solutions which more closely match the engineering requirements of the original problem statement, even as the statement evolves.

Kaptelinin (1996) found that problem solvers and designers often make tools in order to make better tools, more complex and more finely tuned to problems at hand, allowing iterative, decreasing cognitive workload by software designers. Morris et al found that use of visual diagrams in software design offloaded mental stresses (Morris, Speier, & Hoffer, 1996). Further work by Speier & Morris (2003) indicated the design of a query interface, visual versus text-based, facilitated reduced cognitive loading, supporting the hypothesis that diagramming and mind maps can reduce cognitive loading. Hansen & Lyytinen (2009) found that external artifacts “bear a significant portion of the cognitive workload of the system” and allow higher thought processes in cognitive tasks. Therefore:

H6: Decreased cognitive workload by software developers in a design task will bring higher quality design solutions.

3.2.7 Communications Brings Higher Job Satisfaction

Communication in task completion impacts the environmental aspects of the task. Increased communication during work includes technical and social feedback and impacts perceptions of task completion quality and productivity (de Vries et al., 2006; Hoegl, Praveen Parboteeah, & Gemuenden, 2003; Hulkko &
Abrahamsson, 2005; Kraut, Fish, Root, & Chalfonte, 1990; Sfetsos et al., 2006; L. A. Williams, 2000). Communication in the form of knowledge-sharing increases productivity, increasing job satisfaction (de Vries et al., 2006). Communications among team members increases project success, increasing job satisfaction. (Hoegl & Gemuenden, 2001) Communications in paired programming tasks increases job satisfaction. (Williams, 2000) Communications in paired programming tasks increases job satisfaction directly and through increased confidence. (Hulkko & Abrahamsson, 2005) Informal communications in organizations increase job satisfaction. (Kraut et al., 1990) Communications in agile software environments increases job satisfaction. (Sfetsos et al., 2006)

Therefore:

H7: Increased Communications in collaborating software development pairs in a design task will result in higher job satisfaction.

3.2.8 Decreased Cognitive Workload Brings Higher Job Satisfaction

Successful techniques to reduce cognitive workload on cognitive workers lead to higher job satisfaction (Burgess-Allen & Owen-Smith, 2010; DeChurch & Mesmer-Magnus, 2010; Hatfield & Huseman, 1982; Morris et al., 1996; Richter, Hirst, van Knippenberg, & Baer, 2012). Small group and team cognition is linked to increased job satisfaction. (DeChurch & Mesmer-Magnus, 2010) Decreased cognitive workload through perceptual congruence and improved mental model increases job satisfaction. (Hatfield & Huseman, 1982) “Knowing who knows
what” in teams decreases individuals’ cognitive loads and increases creativity in task solution, leading to higher job satisfaction. (Richter et al., 2012) Mind maps can rapidly and heuristically build consensus of qualitative aspects of goal definition, decrease cognitive loading and therefore increase job satisfaction. (Burgess-Allen & Owen-Smith, 2010) Software analysis and design cognitive workload is reduced when working in teams, increasing both job satisfaction and confidence. (Morris et al., 1996) Therefore:

H8: Decreased cognitive loading in software developers in a design task will bring higher job satisfaction.

3.2.9 Collaborating Pairs Will Produce Better Quality Than Best Individuals

Design solution quality of a collaborating pair will be higher than that of a second best member of a nominal pair in a software design task. Collectively approved solution actions, based on communication and interaction between internal cognitive processes of individual members of a collaborating pair, evolve and emerge from interaction of complementary skills and experience in a collaborating pair of software designers (Corrie, 2010; Daft & Lengel, 1986; Flor & Hutchins, 1991; Greenberg & Dickelman, 2000; Raymonde Guindon, 1990; Hansen & Lyytinen, 2009; Hanssen, 2011; K. Lui & Chan, 2003; George Mangalaraj et al., 2014; L Williams et al., 2000; Zhang & Norman, 1994). Williams et al (2000) found that among both experienced professional programmers and advanced undergraduate students, software quality, measured as
better algorithms with fewer defects, increased in pair programming situations. Lui & Chan (2003) reported that pair programming produces better quality than individuals when focused on design. Mangalaraj et al (2014) examined software design in a distributed cognition setting and found that paired development increased the quality of design solution. The combined, communicating cognitive strengths of more than one mind increase the chances of finding better solutions. (Guindon, 1990)

Design solution quality will be higher when mind maps are used during software design. Software design quality will be higher when mind maps are used during software design. Hansen & Lyytinen (2009) supported distributed structural artifacts in professional IS design leading to higher quality and less refactoring. Hanssen (2011) points out organizations which use external representations react faster and with more quality in their software ecosystem; here the external artifacts serve well as reminders of previous decisions and possible alternatives.

Increased communication in collaborating software development pairs in a design task will bring higher quality design solutions. Flor & Hutchins (1991) point out that software development pairs communicate through both social and structural cognitions in a distributed cognition system, achieving effective and efficient communication, including gesture and inarticulate, underspecified sentences in conversation. Daft & Lengel (1986) posit that face-to-face
communication supported by sketch, diagram and gesture is the richest possible media with which to communicate. Corrie (2010) found that researchers often use gesture instead of words to communicate when using diagrams and collaborative illustrations of research paths and posited solutions.

Decreased cognitive workload by software developers in a design task will bring higher quality design solutions. Designers’ subjective cognitive load impacts design quality. Greenberg & Dickelman (2000) found that external artifacts offload cognitive stress in performance support systems and especially in software analysis and design work. Zhang & Norman (1994) found that distributed cognitive tasks’ nature changed when artifacts were used to offload cognitive stresses, facilitating increased quality of proposed solutions.

Due to any collaborating pair’s solution quality being higher than the second best individual, the use of mind maps increasing design solution quality, increased communications among collaborating pairs bringing higher quality design solutions, and decreased cognitive workload contributing to higher quality design solutions, the collaborating paid using mind maps should produce the highest quality of design solutions. Therefore:

H9: Design solution quality of a collaborating pair using mind maps will be higher than that of the best individual developers.
3.2.10 Hypotheses Restatements

The hypotheses stated above fit the Research Model. The Research Model indicates four possible conditions: individuals without Mind Maps, individuals with Mind Maps, collaborating pairs without Mind Maps, and collaborating pairs with Mind Maps. The hypotheses use these conditions, one way and in two way conditions, to extract predictions based on the Literature Review. Hypotheses are restated in Table 3-1 below:
## Table 3-1: Hypotheses Restatements

<table>
<thead>
<tr>
<th>Hypothesis</th>
<th>Restatement</th>
</tr>
</thead>
<tbody>
<tr>
<td>H1</td>
<td>Design solution quality of a collaborating pair will be higher than that of a second best member of a nominal pair in a software design task.</td>
</tr>
<tr>
<td>H2</td>
<td>Design solution quality will be higher when mind maps are used during software design.</td>
</tr>
<tr>
<td>H3</td>
<td>Task satisfaction will be higher when mind maps are used in a software design task.</td>
</tr>
<tr>
<td>H4</td>
<td>Average level of task satisfaction will be higher among collaborating pairs compared to average task satisfaction level of nominal pairs.</td>
</tr>
<tr>
<td>H5</td>
<td>Increased communications in collaborating software development pairs in a design task will bring higher quality design solutions.</td>
</tr>
<tr>
<td>H6</td>
<td>Decreased cognitive loading in software developers in a design task will bring higher quality design solutions.</td>
</tr>
<tr>
<td>H7</td>
<td>Increased communications in collaborating software development pairs in a design task will result in higher job satisfaction.</td>
</tr>
<tr>
<td>H8</td>
<td>Decreased cognitive loading in software developers in a design task will bring higher job satisfaction.</td>
</tr>
<tr>
<td>H9</td>
<td>Design solution quality of a collaborating pair using mind maps will be higher than that of the best individual developers.</td>
</tr>
</tbody>
</table>
4.1 Research Design and Variables

This study used a laboratory experiment with students as test subjects to test the various hypotheses constructed in the previous chapter. Laboratory experiments provide sufficient control to study the effects of the variables under consideration.

The study used a completely randomized design with two treatments having two levels. One treatment was individuals, which can be measured as nominal pairs, versus collaborating pairs. The other treatment was whether or not the participants used Mind Maps.

This design not only captures the four different dimensions in a simple Punnett square and provides useful information about the potential interactions possible, but also is elegant and robust. Two levels of structural distribution can be operationalized by the presence or absence of mind maps. Two levels of social distribution can be operationalized by design work as individuals in nominal pairs or design work as collaborating pairs. Individuals can also be randomly combined to form nominal pairs supporting comparison of collaborating pairs to nominal pairs, thus allowing increased analytical rigor. (Balijepally et al., 2009; Laughlin et al., 2002; Lewis, Sadosky, & Connolly, 1975; Mangalaraj et al., 2014; Shirouzu et al., 2002; Yetton & Bottger, 1982)
Participants in all four treatment sessions completed two design problems. The first was a warm-up task and the second was the main design problem. The dependent variables in this study were Design Solution Quality and Job Performance Satisfaction.

Communication and Cognitive Workload in the Development Process were used as mediating variables.

Demographics included gender, age, major, level of completed education, working hours per week, citizenry and English as primary language. Possible covariates included programming experience, object oriented programming experience, and object oriented design experience.

4.2 Experiment

This part of Chapter 4 covers the details of the subjects of the experiment, the experimental setting, sample size, research design, the task in the experiment, the pilot test, manipulation checks, and measurement of the variables.

4.2.1 Subjects

The participants in this study were advanced undergraduate and graduate students majoring in Information Systems and Computer Science Engineering. All subjects were recruited from courses which had Analysis and Design as prerequisites. Flyers encouraging students to participate were distributed in
appropriate classes. A copy of the flyer is included in Appendix A. Subjects were invited to register for the experiment online. Incentives to participate included Walmart gift cards and textbooks given away in random drawings during each experimental session. Once registered for a particular session date and time on the website, emails were sent to registrants reminding them of their commitment and exhorting their participation.

Because the experiment used human subjects in the study, approval was sought and obtained from the university’s Institutional Review Board.

4.2.2 Experimental Setting

Experiment sessions were conducted in a reserved university computer laboratory. The lab contained 72 computers and participation was limited to 36 subjects per session after the first few sessions were conducted with a limit of 24 subjects. The spacing between participants enabled them to work privately in those sessions focused on individual efforts. The environment was quiet throughout the sessions and was closed to outsiders. The computers had Internet access and this access was used to complete the experiment by using one or two, depending on the focus of the session, online tools – one for mind mapping and the other for UML diagrams.

All subjects signed an Informed Consent form required by the university’s Institutional Review Board as they arrived for the session. A copy of the Informed
Consent form is included in Appendix B. All subjects were trained on UML class diagrams using a PowerPoint presentation and each subject was given a copy of the PowerPoint presentation at the beginning of the session to follow along and take notes.

4.2.3 Planned Sample Size

Planned sample size for the experiment was 160 subjects. This would yield 40 participants in each condition: individuals without mind maps, individuals with mind maps, pairs without mind maps and pairs with mind maps. Because of the intention to analyze the individuals as nominal pairs in some statistical analyses, this would yield 20 pairs, nominal or collaborating, in each of the four conditions. Sessions were conducted in the Summer 2015 semester and also in the Fall 2015 semester. A total of 18 sessions were conducted. The type of each session was chosen upon learning the number of subjects registered for that date and time combination in order to attempt to balance the total participation among the four possible conditions. Each session was dedicated to a particular condition among the four possibilities and all subjects in any one session participated in the same condition.
4.2.4 Research Design

Experiment subjects signed up online, choosing from options scheduled for a particular date and time to attend. The setting for each session was determined close to the start time of each session, because this allowed a balancing between session conditions.

Session conditions included individuals working alone or individuals forming collaborating pairs, and also included using mind maps or not using mind maps prior to completing the main UML diagram task. Sessions in condition “D” of pairs using mind maps included the individual subjects (before forming pairs) working on the main problem task in mind maps individually before producing a joint mind map of the main problem task. As a pair in condition “D,” the subjects then produced a UML diagram for the main problem task. In this way, all four conditions were presented in various lab sessions, shown here in Table 4-1 below:

<table>
<thead>
<tr>
<th>Conditions</th>
<th>No Mind Maps</th>
<th>Mind Maps</th>
</tr>
</thead>
<tbody>
<tr>
<td>Individuals</td>
<td>Session “A”</td>
<td>Session “B”</td>
</tr>
<tr>
<td>Pairs</td>
<td>Session “C”</td>
<td>Session “D”</td>
</tr>
</tbody>
</table>
4.2.5 Experimental Task

All subjects in all session conditions performed two tasks during their participation in the experiment. Both tasks used UML class diagram modeling and both used the online tool for the tasks. UML diagramming is a software development industry standard and is commonly used in software development research (Burton-Jones & Meso, 2008). The first task was a warm-up task which allotted 12 minutes to reproduce and complete a UML class diagram showing the classes, attributes and methods associated with a standard bank ATM machine. The second task was based on a problem statement taken from McLaughlin, Pollice and West (2006). The problem statement used for the main task is included in Appendix D. Subjects using mind maps were introduced to and trained in using mind maps using the materials in the PowerPoint presentations used in the experiment sessions.

In those sessions not using mind maps, both for individuals and for pairs, an online tool was used to create the UML diagrams for the warm-up task and for the main task. In those sessions using mind maps, a different online tool was used to create mind maps prior to working on the UML main task diagram.

Each session, regardless of condition, lasted 2 hours and the warm-up task and main task were allotted 12 minutes and 55 minutes, respectively. The PowerPoint presentations, and the trainings contained in them, varied by the condition of each session.
4.2.6 Pilot Test

An experiment walk-through and pilot test were conducted to improve the experiment procedures. The walk-through tested the manipulation checks and measurements by having subjects complete the questionnaires. This process enabled us to get feedback from the participants in the walk-through about the answers, thus enabling us to validate of the questionnaires.

A pilot test was conducted using PhD students from the Information Systems Department. A total of 6 students participated. Based on the feedback from the pilot test, and the observations of the researcher, changes were made to the materials and the timings used in the main experiment. Proposed changes made were tested by second, smaller pilot test using 2 PhD students and were agreed to be improvements from the original.

4.2.7 Manipulation Checks

Two primary manipulations were used in this experiment. One was the use of mind maps in both the individual condition (Session B) and the pair condition (Session D) versus not using mind maps (Sessions A and C). The other manipulation was the individual condition (Sessions A and B) versus the collaborating pair condition (Sessions C and D).

Subjects in the experiment in Sessions B and D were asked about the impact of mind maps in their thought processes and cognitive workload while
working out solutions to the main task, while subjects in Sessions A and C were asked about the impact of their own notes and sketches in their thought processes and cognitive workload while working out solutions to the main task.

Subjects in the experiment who participated in Sessions C and D were asked about the impact of communications with their partner while working out a solution approved by both members of the dyad, while subjects in Sessions A and B were asked about their communications with themselves through notes and sketches or through mind maps. Subjects in Sessions C and D were also asked about their partners’ share of contribution to the final UML class diagram solution the pair submitted for grading.

The control facilitated by using these manipulation checks in the experiment increases confidence in the findings.

4.2.8 Measurement of Variables

All variables were measured using scales in extant literature. Table 4-2 summarizes these scales. The dependent variables, Design Solutions Quality and Job Performance Satisfaction, were both continuous variables. The mediating variables, Communications in the Development Process and Cognitive Workload in the Development Process, were also continuous variables. The independent variables were the session conditions of individuals versus pairs and using mind maps versus not using mind maps, represented in the four types of experimental
sessions. The settings for the experiment consisted of using the same room, with
the same presenter in the room, the same software package to produce the UML
diagram and the same software package to produce the mind maps used in
sessions “B” and “D” conditions. Therefore, the controls in the experiment were
consistent across the session conditions.

4.2.8.1 Design Solutions Quality

The UML class diagram solutions designed by the experiment subjects
were graded according to a rubric developed from the possible solutions given in
the same book from which the problem statement was obtained. The five evolving
solutions in the book were combined into the final best solution in the book. This
solution was adapted to a rubric which gave points to the solution submitted for
grading based on the five levels of completeness and correctness outlined in the
book. Fifty-point breaks between the levels were used to clearly illustrate
differences in design quality.

Graders could also award additional points for using proper UML
connections, such as the open arrowheads indicating extended subclasses, and for
properly indicating multiplicities and their verbs, e.g., “extends” and so on.

The UML class diagram solutions were graded by one PhD student and
one Masters student who each had deep experience in Analysis and Design, as
well as industry experience and certifications. The two graders were blind to the
hypotheses used in the research experiment. Each of these students helped refine the rubric by practicing on three randomly chosen submitted solutions while conferring with the researcher during training on the rubric.

The final rubric contained five levels of performance ranging from 50 points to 250 points, excluding additional points of 5 and 10 for niceties contained in the diagrams. The graders’ scores were the measure of this construct.

4.2.8.2 Job Performance Satisfaction

Satisfaction with job performance is linked to better performance by software designers (Hulkko & Abrahamsson, 2005) and is customary of best practices in the software industry. Job performance satisfaction was measured using the NASA Task Load Index (NASA TLX) as well as questions regarding job performance satisfaction from Mangalaraj (2006). The questionnaires from the individual-focused Sessions A and B included questions about individuals’ perceptions of their UML solution quality as a measure of performance. The Sessions C and D, focused on pairs developing UML solutions, asked questions of each individual’s perceptions of the pair’s performance. A total of twelve items measured this construct.
4.2.8.3 Communications in the Development Process

Communications among individuals and dyads and small teams solving problems have many measures available. This experiment used a scale developed by Visshers-Pleijers et al (2005) for use in Problem-Based Learning settings. Considering that this experiment trained its participants in UML class diagrams and then tasked the subjects with solving a common problem, the communications involved in the original research article track very closely with this research’s activities. Eleven items were used to measure this construct.

Additional questions were adapted to the questionnaire asking individuals about communications with structural distributed cognition artifacts such as notes and sketches, including individuals’ mind maps, in designing the final UML class diagram solutions for grading. These questions were used for individuals in place of the communications questions from Visscher-Pleijers et al (2005) designed for dyads and small teams, which focus on socially distributed cognition settings. This was done to enhance future research into possible differences between structural and social nuances of distributed cognition.

4.2.8.4 Cognitive Workload in the Development Process

Mental stress and loading while developing solutions to the main task impact both the quality of the design solution and the job performance perceptions (Mangalaraj et al., 2014; Speier & Morris, 2003). Systems analysis and design
tasks are inherently ill-structured, thus increasing the probability of cognitive workload. The adapted NASA TLX measures mental workload directly with questions that compare the mental workload to frustration level, time pressure, the level of effort required, and perceptions of job performance, while deleting concerns about the physical demands of the task in this research. Six items were used to measure this construct.

A summary table of constructs is shown in Table 4-2 here below.

<table>
<thead>
<tr>
<th>Construct</th>
<th>Number of Items</th>
<th>Source</th>
</tr>
</thead>
<tbody>
<tr>
<td>Design Solution Quality</td>
<td>1</td>
<td>McLaughlin et al (2005)</td>
</tr>
</tbody>
</table>

4.2.9 Statistical Analyses

Multiple levels of statistical procedures were planned for use in testing various hypotheses presented in this research study. Prior to testing the actual hypotheses, preliminary analysis of the data garnered included factor analysis and reliability analysis, as well as suitable assumption checks in addition to the manipulation checks carried out.
Hypotheses H1, H4 and H9 needed to use nominal pairs. The dependent variable in these particular hypotheses was Design Solutions Quality, measured at the group level for the collaborating pairs. Nominal pairs were to be created by randomly assigning individuals into nominal pairs. In total, 40 nominal pairs were planned. The research design, by using nominal pairs, allows the researcher to identify the 1st best and 2nd best in each nominal pair. Because of this, two-way Analysis of Variance (ANOVA) with one factor being each subject’s participation type with three levels (collaborating pairs, 1st best individual in the nominal pair and 2nd best individual in the nominal pair), and the other factor using mind maps or not was used to analyze the Design Solution Quality of the participants. Each subject’s experience in object oriented programming was used as a covariate for this analysis.

Hypotheses H2 and H3 use the dependent measures of Design Solutions Quality and Job Performance Satisfaction of subjects using mind maps. Therefore, a one-way ANOVA was used to discern support for these measures, with the one factor being the use of mind maps or not.

Hypotheses H5, H6, H7 and H8 reference the potential of Communications and Cognitive Workload in the Development Process as mediators. In order to test for mediation, this experiment followed general procedures for mediation are outlined by Baron and Kenny (1986). Three separate
regression analyses are needed to establish mediation. The three regression equations are:

a) regression of the mediator on the independent variable,

b) regression of the dependent variable on the independent variable, and

c) regression of the dependent variable on both the independent variable and the mediator.

This experiment used two categorical independent variables, individuals versus pairs and using mind maps or not using mind maps. Regression analysis based on using mind maps or not was performed to test the potential mediators. This was followed by using regression analysis based on individuals or pairs to test the potential mediators. An example of the three steps performed for each of the factors on each of the mediators follows:

(1) Straightforward regression analysis with use of mind maps as an independent variable and Communications as the dependent variable.

(2) Simple regression analysis with use of mind maps as the independent variable and Design Solution Quality as the dependent variable.

(3) Multiple regression analysis with use of mind maps and Communications as the independent variables and Design Solution Quality as the dependent variable.

These three steps were repeated using Cognitive Workload as the potential mediator:
(1) Simple regression analysis with use of mind maps as an independent variable and Cognitive Workload as the dependent variable.

(2) Straightforward regression analysis with use of mind maps as the independent variable and Design Solution Quality as the dependent variable.

(3) Multiple regression analysis with use of mind maps and Cognitive Workload as the independent variables and Design Solution Quality as the dependent variable.

These three steps were repeated using individual subjects or pairs, and Communications and Cognitive Workload as mediators, using the three steps to measure mediation of Design Solution Quality and Job Performance Satisfaction.

A total of eight three-step regressions were run to test for mediation effects. The results of included in Appendix F.

The following chapter presents the results of these hypotheses tests that were carried out.
Chapter 5
Analyses and Hypotheses Testing

This chapter presents the results of the analyses of the data, hypotheses testing and manipulation checks in the experiment conducted.

5.1 Analyses

Preliminary analyses of the data were accomplished prior to actual hypotheses testing. Analyses of the sample characteristics, as well as tests of validity and reliability of the dependent measures were done. Tests for various assumptions of the statistical techniques used are included.

5.1.1. Sample Characteristics

In total, 144 subjects participated in the experimental sessions conducted over the 18 sessions. Data from 6 subjects were dropped. One subject left early and did not finish the experiment; unfortunately this broke a pair in the pair-focused session and cost 2 data points. One pair did not submit their work for grading, although they did finish the experiment and the questionnaires. One individual did not complete the questionnaire, turning in no answers past the first page demographics. One individual turned in a questionnaire after choosing the maximum marks on each question, rendering the questionnaire unusable. Total usable sample size became 138. Figure 5-1 summarizes sample sizes in various
sessions of the experiment. Table 5-1 follows, and presents the demographics characteristics of the experiment participants.

<table>
<thead>
<tr>
<th>Conditions</th>
<th>No Mind Maps</th>
<th>Mind Maps</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Individuals</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Session A</td>
<td>n = 34</td>
<td>Session B</td>
</tr>
<tr>
<td>17 nominal pairs</td>
<td></td>
<td>17 nominal pairs</td>
</tr>
<tr>
<td><strong>Pairs</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Session C</td>
<td>n = 32</td>
<td>Session D</td>
</tr>
<tr>
<td>16 collaborating pairs</td>
<td></td>
<td>19 collaborating pairs</td>
</tr>
<tr>
<td><strong>Total sample size was 138</strong></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Figure 5-1: Session Sample Sizes
<table>
<thead>
<tr>
<th>Description</th>
<th>Subjects</th>
<th>Subject %%</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Gender</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Female</td>
<td>31</td>
<td>22.5%</td>
</tr>
<tr>
<td>Male</td>
<td>107</td>
<td>77.5%</td>
</tr>
<tr>
<td><strong>Age</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td>&lt;23</td>
<td>29</td>
<td>21.2%</td>
</tr>
<tr>
<td>23-24</td>
<td>36</td>
<td>26.2%</td>
</tr>
<tr>
<td>25-26</td>
<td>39</td>
<td>28.5%</td>
</tr>
<tr>
<td>27-60</td>
<td>33</td>
<td>24.1%</td>
</tr>
<tr>
<td>Did not provide</td>
<td>1</td>
<td>0.7%</td>
</tr>
<tr>
<td><strong>Education</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td>High school</td>
<td>95</td>
<td>68.8%</td>
</tr>
<tr>
<td>Community college</td>
<td>1</td>
<td>0.7%</td>
</tr>
<tr>
<td>Undergraduate degree</td>
<td>39</td>
<td>28.3%</td>
</tr>
<tr>
<td>Graduate degree</td>
<td>1</td>
<td>0.7%</td>
</tr>
<tr>
<td>Doctoral degree</td>
<td>1</td>
<td>0.7%</td>
</tr>
<tr>
<td>Did not provide</td>
<td>1</td>
<td>0.7%</td>
</tr>
<tr>
<td><strong>Work Hrs / Wk</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td>0</td>
<td>69</td>
<td>50.0%</td>
</tr>
<tr>
<td>01-19</td>
<td>12</td>
<td>8.7%</td>
</tr>
<tr>
<td>20</td>
<td>29</td>
<td>21.0%</td>
</tr>
<tr>
<td>21-40</td>
<td>24</td>
<td>17.4%</td>
</tr>
<tr>
<td>&gt;40</td>
<td>4</td>
<td>2.9%</td>
</tr>
<tr>
<td><strong>Citizenship</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td>India</td>
<td>55</td>
<td>39.9%</td>
</tr>
<tr>
<td>USA</td>
<td>54</td>
<td>39.1%</td>
</tr>
<tr>
<td>China</td>
<td>2</td>
<td>1.4%</td>
</tr>
<tr>
<td>Other</td>
<td>27</td>
<td>19.6%</td>
</tr>
<tr>
<td><strong>English as Primary Language</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td>No</td>
<td>90</td>
<td>65.2%</td>
</tr>
<tr>
<td>Yes</td>
<td>47</td>
<td>34.1%</td>
</tr>
<tr>
<td>Did not provide</td>
<td>1</td>
<td>0.7%</td>
</tr>
<tr>
<td><strong>Programming Experience Yrs</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td>1</td>
<td>56</td>
<td>40.6%</td>
</tr>
<tr>
<td>2</td>
<td>36</td>
<td>26.1%</td>
</tr>
<tr>
<td>3</td>
<td>31</td>
<td>22.5%</td>
</tr>
<tr>
<td>4</td>
<td>7</td>
<td>5.1%</td>
</tr>
<tr>
<td>5</td>
<td>8</td>
<td>5.8%</td>
</tr>
<tr>
<td><strong>Object-Oriented Experience</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td>1</td>
<td>65</td>
<td>47.1%</td>
</tr>
<tr>
<td>2</td>
<td>45</td>
<td>32.6%</td>
</tr>
<tr>
<td>3</td>
<td>22</td>
<td>15.9%</td>
</tr>
<tr>
<td>4</td>
<td>6</td>
<td>4.3%</td>
</tr>
<tr>
<td><strong>Object-Oriented Design Experience</strong></td>
<td>1</td>
<td>25.2%</td>
</tr>
<tr>
<td>2</td>
<td>49</td>
<td>35.5%</td>
</tr>
<tr>
<td>3</td>
<td>52</td>
<td>37.7%</td>
</tr>
<tr>
<td>Did not provide</td>
<td>3</td>
<td>2.2%</td>
</tr>
</tbody>
</table>
Regression tests using analysis of variance were done to discover whether demographic characteristics of subjects differed across the four session types. Results of the tests are as follows: Age ($F = 0.906, p = 0.369$), Gender ($F = -1.254, p = 0.215$), Programming experience ($F = -0.193, p = 0.848$), Object oriented experience ($F = 1.026, p = 0.310$), and Object oriented design experience ($F = 0.448, p = 0.729$). Results of the analyses of Education level, GPA, Major (Information Systems or Computer Science Engineering), Hours worked per week, English as Primary language, programming experience, object oriented programming experience and Object oriented design experience showed no significant differences across the four session types.

Pairings in the experiment were randomized and pairs were formed during the training part of the sessions in which pairs were used. Therefore, it is possible that pairs in the experiment might already know each other prior to the experiment. This study did not exclude such participation but subjects were asked if they had previously worked with the partner they used during the experiment. Six persons reported they had previously worked with their partner, representing 8.5% of the collaborating pairs in Sessions C and D of this study.

Of the reported demographic variables reported and analyzed in this study, the researcher used object oriented programming experience as a covariate for subsequent analyses. Object oriented programming typically involves classes, interfaces, inheritance, polymorphism and other concepts that are very important
in evolving UML class diagrams. Therefore it is not surprising that the variable was found to be significant as a covariate ($F = 6.327, p = 0.021$).

5.1.2 Characteristics of Dependent Variables and Mediators

The variables measured in this research experiment include Job Performance Satisfaction, Design Solutions Quality, and Communications and Cognitive Workload in the Development Process. This section describes the analyses performed on these data.

Job Performance Satisfaction was measured using the questions from Mangalaraj (2006) as well as the direct measure of perceived Performance from the adapted NASA TLX (Speier & Morris, 2003). These questions use a Likert scale from 1 to 10. Those subjects in Session D were asked about Job Performance Satisfaction in both individual and pair settings due to their work in mind maps, where they constructed mind maps individually and then in a pair before constructing the UML class diagram for problem solution as the final product of their work. This left 6 questions for all sessions in common. The results of factor analysis under Varimax rotation loading for Job Performance Satisfaction for all experimental sessions are shown in Table 5-2:
### Table 5-2: Satisfaction Loading Matrix for All Sessions

<table>
<thead>
<tr>
<th></th>
<th>F1</th>
<th>F2</th>
</tr>
</thead>
<tbody>
<tr>
<td>Satis1a</td>
<td>0.925</td>
<td>0.101</td>
</tr>
<tr>
<td>Satis1b</td>
<td>0.903</td>
<td>0.207</td>
</tr>
<tr>
<td>Satis1c</td>
<td>0.843</td>
<td>0.045</td>
</tr>
<tr>
<td>Satis1d</td>
<td>0.908</td>
<td>0.139</td>
</tr>
<tr>
<td>Satis2a</td>
<td>-0.248</td>
<td>0.914</td>
</tr>
<tr>
<td>Satis2b</td>
<td>-0.238</td>
<td>0.913</td>
</tr>
<tr>
<td>Eigen Values</td>
<td>3.324</td>
<td>1.743</td>
</tr>
<tr>
<td>Cumulative Variance</td>
<td>55.394</td>
<td>84.451</td>
</tr>
</tbody>
</table>

Design Solution Quality was measured by grading each UML class diagram solution submitted against a rubric. The rubric was taken from the same book in which the problem was given; the authors of the book derived the best solution to the problem they were using to train the readers. As mentioned in Chapter 4, the grading evaluation of design solution quality was done by two graduate students, who independently graded the 103 UML class diagrams according to the rubric. Inter-rater reliability was 0.942, so the average of the grades was used for scoring the measure of Design Solution Quality.

Cognitive Workload in the Development Process was measured by an adapted NASA TLX scale. The NASA Task Load Index (TLX) is originally
conceptualized with six dimensions: mental demand, time constraints, performance required, effort required, level of frustration and physical demands. 10 of the original 15 items pertained to the experiment, and physical demands did not, thus reducing the total measures to just the 10 that were relevant to software development. The TLX scores come from asking the subjects to select a dimension among the pairs of dimensions (Mental vs Time, Effort versus Performance, and so on) which contributed to their overall cognitive workload. Score for Cognitive Workload in this study was derived based on the counts of the number of times each dimension influenced the cognitive workload and then multiplied by the salience of each dimension, indexed to a scale of 1 to 100. The adapted NASA TLX is taken from Morris (Morris et al., 1996) and Speier and Morris (2003).

Communications in the Development Process was measured using an instrument developed and tested in Problem-Based Learning. The instrument uses 11 questions, along three factors, to gauge the communications process in a dyad and small team setting (Visschers-Pleijers, Dolmans, Wolfhagen, & van der Vleuten, 2005). This instrument asks questions about exploring solutions in the group, questions about the cumulative reasoning in the group and about conflicts in the group. The questions used a Likert scale on 1 to 5. The three factors, under Varimax condition, loaded as shown here in the component matrix Table 5-3:
Table 5-3: Communications Loading Matrix

<table>
<thead>
<tr>
<th></th>
<th>F1</th>
<th>F2</th>
<th>F3</th>
</tr>
</thead>
<tbody>
<tr>
<td>Comm01</td>
<td>0.797</td>
<td>-0.348</td>
<td>-0.090</td>
</tr>
<tr>
<td>Comm02</td>
<td>0.858</td>
<td>-0.310</td>
<td>0.010</td>
</tr>
<tr>
<td>Comm03</td>
<td>0.785</td>
<td>-0.263</td>
<td>-0.104</td>
</tr>
<tr>
<td>Comm04</td>
<td>0.712</td>
<td>0.004</td>
<td>0.114</td>
</tr>
<tr>
<td>Comm05</td>
<td>-0.040</td>
<td>0.748</td>
<td>0.012</td>
</tr>
<tr>
<td>Comm06</td>
<td>0.170</td>
<td>0.671</td>
<td>0.179</td>
</tr>
<tr>
<td>Comm07</td>
<td>0.016</td>
<td>0.712</td>
<td>0.542</td>
</tr>
<tr>
<td>Comm08</td>
<td>-0.250</td>
<td>0.748</td>
<td>-0.109</td>
</tr>
<tr>
<td>Comm09</td>
<td>0.465</td>
<td>-0.096</td>
<td>0.776</td>
</tr>
<tr>
<td>Comm10</td>
<td>0.424</td>
<td>0.122</td>
<td>0.801</td>
</tr>
<tr>
<td>Comm11</td>
<td>-0.630</td>
<td>0.236</td>
<td>0.600</td>
</tr>
<tr>
<td>Eigen Values</td>
<td>4.422</td>
<td>2.238</td>
<td>1.136</td>
</tr>
<tr>
<td>Cumulative Variance</td>
<td>40.202</td>
<td>60.551</td>
<td>70.881</td>
</tr>
</tbody>
</table>

Because the third factor in Communications has one question that did not load at or above 0.7, the average of the loadings for the third factor, which deals with conflict in communications, was deducted and found to be 0.725. Because of the low overall loading, the third Communications factor was used, but with caution, for the remaining analyses. The textual answers supplied by subjects indicated a very low rate of conflict in communications overall.
The reliability of the perceptual measures was addressed to increase faith in the study’s statistical findings. Reliability was calculated in terms of Cronbach’s alpha and the results are: Job Performance Satisfaction = 0.87, Communications in the Development Process = 0.78, and Cognitive Workload in the Development Process = 0.93. The reliability of Job Performance Satisfaction and Cognitive Workload in the Development Process are quite satisfactory, while the reliability of the Communications measure is of some concern. This experiment attempted to introduce a measure of communications from the Problem-Based Learning literature into a problem-solving design context. Because of this attempt, the reliability of the Communications measure used here is acceptable with extant literature regarding reliability of measures (Nunnally, 1978), where ratings above 0.7 are considered acceptable, but is of some concern in the findings.

Scores for Design Solution Quality were based on individuals not using mind maps (Session A), individuals using mind maps (Session B) and collaborating pairs (Sessions C and D). Bifurcation of individuals in Sessions A and B into 1st best scores and 2nd best scores in random nominal pairings yield nominal pairs for direct comparison with collaborating pairs regarding Design Solutions Quality. Individual scores for Job Performance Satisfaction, Communications in the Development Process and Cognitive Workload in the Development Process were gathered in all experiment cycles. Correlation between
Design Solution Quality and Job Performance Satisfaction as dependent variables was -0.119. The means and standard deviations for Design Solution Quality (scale 0 to 250), Job Performance Satisfaction (indexed scale 0 to 100), Communications in the Development Process (indexed scale 0 to 100) and Cognitive Workload in the Development Process (indexed scale 0 to 100) are contained in Table 5-4 shown below:

Table 5-4: Means and Standard Deviations

<table>
<thead>
<tr>
<th></th>
<th>Mean</th>
<th>StDev</th>
</tr>
</thead>
<tbody>
<tr>
<td>Design Solution Quality</td>
<td>178.80</td>
<td>59.08</td>
</tr>
<tr>
<td>Job Performance Satisfaction</td>
<td>73.41</td>
<td>33.06</td>
</tr>
<tr>
<td>Communications</td>
<td>72.46</td>
<td>18.14</td>
</tr>
<tr>
<td>Cognitive Workload</td>
<td>66.57</td>
<td>19.15</td>
</tr>
</tbody>
</table>

Power analyses were conducted for the experiment’s research results. Effect sizes for analysis of variance methods are classified by Cohen into small effect size = 0.10, medium effect size = 0.25 and large effect size = 0.40 (Cohen, 1992). In this study, eta-squared effect sizes were expected to be small to medium, based on the pilot test and previous studies in pair programming (Balijepally et al., 2009; Mangalaraj et al., 2014). The reports from analyses are based on two-tail tests in the statistical software packages. One-tail tests have more power than two-tail tests for any given sample size and effect size, therefore
the power observations from the statistical packages included in Table 5-5 understate the power levels and are considered conservative. Table 5-5 is shown here below:
Table 5-5: Power Analysis

<table>
<thead>
<tr>
<th>Dependent Variable</th>
<th>Parameter</th>
<th>Effect Size (Non-centrality Parameter)</th>
<th>Power at alpha = 0.05</th>
</tr>
</thead>
<tbody>
<tr>
<td>Design Solution Quality</td>
<td>IW 2nd best Indiv</td>
<td>1.986</td>
<td>0.352</td>
</tr>
<tr>
<td></td>
<td>IW 1st best Indiv</td>
<td>2.853</td>
<td>0.832</td>
</tr>
<tr>
<td></td>
<td>IM 2nd best Indiv</td>
<td>1.979</td>
<td>0.348</td>
</tr>
<tr>
<td></td>
<td>IM 1st best Indiv</td>
<td>2.327</td>
<td>0.714</td>
</tr>
<tr>
<td></td>
<td>PW Collab Prs</td>
<td>1.863</td>
<td>0.454</td>
</tr>
<tr>
<td></td>
<td>PM Collab Prs</td>
<td>1.915</td>
<td>0.339</td>
</tr>
<tr>
<td>Job Performance Satisfaction</td>
<td>IW 2nd best Indiv</td>
<td>1.683</td>
<td>0.313</td>
</tr>
<tr>
<td></td>
<td>IW 1st best Indiv</td>
<td>2.551</td>
<td>0.703</td>
</tr>
<tr>
<td></td>
<td>IM 2nd best Indiv</td>
<td>2.108</td>
<td>0.671</td>
</tr>
<tr>
<td></td>
<td>IM 1st best Indiv</td>
<td>2.518</td>
<td>0.694</td>
</tr>
<tr>
<td></td>
<td>PW Collab Prs</td>
<td>2.218</td>
<td>0.621</td>
</tr>
<tr>
<td></td>
<td>PM Collab Prs</td>
<td>3.191</td>
<td>0.826</td>
</tr>
<tr>
<td>Communications in the Development Process</td>
<td>IW 2nd best Indiv</td>
<td>1.120</td>
<td>0.212</td>
</tr>
<tr>
<td></td>
<td>IW 1st best Indiv</td>
<td>0.971</td>
<td>0.195</td>
</tr>
<tr>
<td></td>
<td>IM 2nd best Indiv</td>
<td>1.003</td>
<td>0.201</td>
</tr>
<tr>
<td></td>
<td>IM 1st best Indiv</td>
<td>0.814</td>
<td>0.176</td>
</tr>
<tr>
<td></td>
<td>PW Collab Prs</td>
<td>1.604</td>
<td>0.308</td>
</tr>
<tr>
<td></td>
<td>PM Collab Prs</td>
<td>1.839</td>
<td>0.427</td>
</tr>
<tr>
<td>Cognitive Workload in the Development Process</td>
<td>IW 2nd best Indiv</td>
<td>1.752</td>
<td>0.340</td>
</tr>
<tr>
<td></td>
<td>IW 1st best Indiv</td>
<td>1.083</td>
<td>0.222</td>
</tr>
<tr>
<td></td>
<td>IM 2nd best Indiv</td>
<td>2.034</td>
<td>0.649</td>
</tr>
<tr>
<td></td>
<td>IM 1st best Indiv</td>
<td>2.417</td>
<td>0.667</td>
</tr>
<tr>
<td></td>
<td>PW Collab Prs</td>
<td>2.101</td>
<td>0.663</td>
</tr>
<tr>
<td></td>
<td>PM Collab Prs</td>
<td>1.693</td>
<td>0.318</td>
</tr>
</tbody>
</table>

5.1.3 Assumptions Tests

This study used various analyses of variance (ANOVA/ANCOVA) to analyze the various hypotheses. The underlying assumptions of ANOVA models include: (1) homogeneity or constancy of error variance, (2) independence of error terms, and (3) normally distributed error terms and, like all parametric tests, (4) normal distribution of results. ANCOVA models rely on two additional assumptions: (1) equality of slopes of the different treatment regression lines and (2) linearity of regression lines. Histograms indicated no significant outliers in the data, indicating no violation of normal distribution requirements.

Normality of distribution and homogeneity of error variance was test using the Omnibus Test for Normality distribution and the Modified Levene test homogeneity of error variance for ANOVA procedures. The results of the test indicated that the assumptions for normal distribution and for constancy of error variance cannot be rejected. The results are shown in Table 5-6 below:
Table 5-6: Normality and Homoscedasticity of Error

<table>
<thead>
<tr>
<th>Variable</th>
<th>Omnibus Test for Normality</th>
<th>Modified Levene Test for Constancy of Error Variance</th>
</tr>
</thead>
<tbody>
<tr>
<td>Design Solution Quality</td>
<td>1.763</td>
<td>0.532</td>
</tr>
<tr>
<td>Job Performance</td>
<td>2.479</td>
<td>0.277</td>
</tr>
<tr>
<td>Satisfaction</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Communications</td>
<td>1.783</td>
<td>0.094</td>
</tr>
<tr>
<td>Cognitive Workload</td>
<td>2.578</td>
<td>0.134</td>
</tr>
</tbody>
</table>

The ANOVA assumption of independence of error terms is addressed in the research design itself. Hair et al (1998) suggest that randomization in a research study is the most important safeguard against correlation in the error terms. A simple plot of error terms visually indicated no discernable patterns in the error terms. This plot, along with the full randomization of the experimental conditions in the various Sessions A, B, C and D that were held, are good support for arguing independence in the error terms.

Requirements for assumptions of ANCOVA include all the above requirements for ANOVA, and additionally, require equal slopes between
experiment treatments regressions and linearity of the slopes of treatment regressions.

Regarding the assumption of equality of slopes between treatments in the experiment, an F-test was used to test for equality of slopes (Kutner et al, 2005) using object oriented programming experience as a covariate. Multiple regression analysis with indicator variables for the treatment conditions was used to create a full regression model and a reduced regressions model. The full model used all the treatment conditions and their interaction with the covariate. The reduced model had the treatment variables and the covariate without the interaction. At alpha = 0.05, the equality of slopes between treatments could not be rejected.

Finally, regarding the assumption of linearity of slopes among treatments, a general linear model, including the covariate, was utilized to test the linearity assumption. Kutner et al (2005) specify the linearity of a regression function can be judged by examining a plot of residuals against the fitted values. The plot of residuals against the fitted values indicated no apparent departure from linear slopes. Therefore, all the assumptions of ANOVA/ANCOVA techniques of analysis were met.

The dependent variables and the mediator variables are shown reliable, have good power, and have met all the assumptions required to establish confidence in the findings of this study.
5.1.4 Tests for Interaction

Referring to Kutner et al (2005), analysis of factor effects in a two factor analysis of variance study should occur after checking for interactions. The presence of significant interactions between the two factors would then require using a cell means model. Tests for significant interaction were carried out using ANCOVA procedures for Design Solutions Quality scores, and MANCOVA for other dependent variables between subjects in nominal pair or collaborating pair conditions. As before, object oriented programming was used as a covariate in these analyses. Each dependent measure was tested separately in a 3x2 ANCOVA design, the first factor being the three possible 1st best individual, 2nd best individual and collaborating pair and the second factor being the use of mind maps or not. There were no significant interaction effects at alpha = 0.05 for all the four dependent variables. Because no significant interactions were found, factor level means were used for the remaining analyses. Table 5-7 shows the results of the interaction tests below:
Table 5-7: Test Results for Interactions

<table>
<thead>
<tr>
<th>Dependent Variables</th>
<th>Individuals vs Pairs F-ratio (p-value)</th>
<th>Mind Maps vs No Mind Maps F-ratio (p-value)</th>
<th>Interaction F-ratio // p-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Design Solution Quality</td>
<td>8.124 (0.001)</td>
<td>10.398 (0.001)</td>
<td>0.364 (0.631)</td>
</tr>
<tr>
<td>Job Performance Satisfaction</td>
<td>6.845 (0.008)</td>
<td>5.769 (0.027)</td>
<td>0.129 (0.903)</td>
</tr>
<tr>
<td>Communications</td>
<td>4.223 (0.036)</td>
<td>7.3315 (0.003)</td>
<td>0.664 (0.391)</td>
</tr>
<tr>
<td>Cognitive Workload</td>
<td>12.353 (0.001)</td>
<td>5.467 (0.025)</td>
<td>0.449 (0.518)</td>
</tr>
</tbody>
</table>

MANCOVA techniques are used for multiple dependent variables with a concomitant continuous covariate. The MANCOVA techniques may be seen as MANOVA of the regression residuals, measuring variance in the dependent variable while controlling for the covariate (Hair et al, 2005). The Omnibus Normality test across the factors on the dependent measures supports the assumption of normality of error terms for this MANCOVA and could not be rejected at alpha = 0.05.

The Modified Levene test was conducted to test the equality of error term variances of the dependent variables across the two factors individually. The assumption of equal variance in the error terms was supported and could not be rejected at alpha = 0.05 for this evolution.
The assumption of equality of covariance matrices was tested using Box’s M test. Box’s M test is highly sensitive whenever used, and also not robust when using unequal sample sizes. The differences in sample sizes in this study were kept to maximize use of data collected. If factor means differences are found in “small” cells with “large” covariances, and further, if non-significance is found by the test, then the null hypothesis of assumption of homogeneity of covariance matrices can safely be sustained. However, significant results leading to rejection of the null hypothesis are suspect if the main criterion is simple Box’s M test under unequal sample sizes with small cells and large covariances. Because this study did separate the individuals into 1st best and 2nd best based on their Design Solution Quality scores, the sample sizes can be considered small. Therefore, results of the Box’s M test should be viewed with caution. The Box’s M statistical findings were significant with a p-value of 0.108. This supports failure to reject the assumption of equality of covariance matrices, even under the cautions outlined above, at a significance level of alpha = 0.05.

Results of the diagnostics for the underlying assumptions of the MANCOVA techniques are illustrated in Table 5-8 shown below:
Table 5-8: Diagnostic Information for MANCOVA Assumptions

<table>
<thead>
<tr>
<th></th>
<th>Omnibus Normality test</th>
<th>Modified Levene test</th>
<th>Box’s M test</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Statistic</td>
<td>Sig</td>
<td>Statistic</td>
</tr>
<tr>
<td>Dependent Variables versus Individual or Pair condition</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Design Solution Quality</td>
<td>0.331</td>
<td>0.848</td>
<td>0.024</td>
</tr>
<tr>
<td>Job Performance Satisfaction</td>
<td>3.878</td>
<td>0.245</td>
<td>0.131</td>
</tr>
<tr>
<td>Communications</td>
<td>1.284</td>
<td>0.459</td>
<td>1.823</td>
</tr>
<tr>
<td>Cognitive Workload</td>
<td>1.590</td>
<td>0.412</td>
<td>1.992</td>
</tr>
<tr>
<td>Dependent Variables versus no Mind Maps or Mind Maps</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Design Solution Quality</td>
<td>3.747</td>
<td>0.154</td>
<td>0.414</td>
</tr>
<tr>
<td>Job Performance Satisfaction</td>
<td>4.071</td>
<td>0.131</td>
<td>0.200</td>
</tr>
<tr>
<td>Communications</td>
<td>1.837</td>
<td>0.339</td>
<td>1.293</td>
</tr>
<tr>
<td>Cognitive Workload</td>
<td>3.101</td>
<td>0.219</td>
<td>2.592</td>
</tr>
</tbody>
</table>

5.1.5. Tests of Significance

This study used object oriented programming experience as a covariate and this was collected at the individual level in the demographics. For ANCOVA analyses, the average object oriented programming experience level of the pair,
nominal or collaborating, was as the covariate measure where applicable. Again, the 1st best and 2nd best individuals in nominal pairs were determined by the Design Solution Quality score. Results of the 3x2 ANCOVA analysis on Design Solution Quality scores, where the three levels of 1st best individuals, 2nd best individuals and collaborating pairs were matched against the two levels of using mind maps or not using mind maps, indicated a significant main effect for the three groupings (1st best, 2nd best and collaborating pairs) with a p-value of 0.000. The analysis also showed a significant main effect for the mind map dimension with a p-value of 0.006. The interaction between the two main factors was found to be significant with a p-value of 0.008. Table 5-9 summarizes the one-way and two-way ANOVA results for Design Solution Quality.
5-9: ANOVA Results on Design Solution Quality

<table>
<thead>
<tr>
<th></th>
<th>1st best Indiv</th>
<th>2nd best Indiv</th>
<th>Collab Pair</th>
<th>F-ratio</th>
<th>p-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Design Solution Quality</td>
<td>215.15</td>
<td>26.61</td>
<td>123.82</td>
<td>13.81</td>
<td>0.000</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th></th>
<th>No Mind Maps</th>
<th>Mind Maps</th>
<th>F-ratio</th>
<th>p-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Mean SD</td>
<td>Mean SD</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Design Solution Quality</td>
<td>170.76</td>
<td>60.11</td>
<td>8.028</td>
<td>0.006</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th></th>
<th>1st best Indiv</th>
<th>2nd best Indiv</th>
<th>Collab Pair</th>
<th>F-ratio</th>
<th>p-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Design Solution Quality</td>
<td>214.41</td>
<td>23.78</td>
<td>118.53</td>
<td>170.00</td>
<td>57.70</td>
</tr>
</tbody>
</table>

Against an alpha = 0.05 specification, inflated type I error might be missed in a multivariate analysis. The Bonferroni alpha adjustment was examined. Having 4 variables at 0.05 each, the adjusted Bonferroni alpha would be 0.0125 (Kutner et al., 2005). The resulting p-values from this study are all below 0.0125 and therefore the experiment-wide error-rate is acceptable.
By using group comparisons among four dependent variables, there are two ways these comparisons can be made with multiple outcome variables. One way is to conduct multiple analyses of variances (ANOVAs) and the other way is to conduct a Multivariate Analysis of Variance (MANOVA) followed by multiple ANOVAs. In this study the dependent variables of Design Solution Quality and Job Performance Satisfaction are conceptually different from each other. Further, MANOVA requires a minimum cell size of 20. Because the cell sizes of the 1st best and 2nd best individuals were all 17, this study did not meet the criteria for MANOVA.

5.1.6 Manipulation Checks

This research study had two treatments with two levels each. The two treatments were individuals versus pairs as the two levels in the 1st treatment and no mind maps versus using mind maps as the two levels in the 2nd treatment.

The 1st condition was the mode of participation. In this treatment this study had sessions with individuals and sessions in pairs. Those subjects in collaborating pairs were asked individually about the active participation of their partner in the questionnaire for that session type. Descriptive statistics results indicate a mean level of 5.985 and a standard deviation of 0.891 on a Likert scale on 1 to 7 for the active level of participation in the partnerships during the experiment. Of a total of 70 subjects in the collaborating pair condition sessions,
only 2 indicated less than a neutral (4.0) rating for their partner’s participations, leaving a 1 out of 35 pairs (2.86%) problem rate. This yields a 97.14% success rate for the manipulation check. Based on these findings, there is support for the Design Solution Quality scores being achieved on a collaborative partnership in the pair condition during the experimental sessions Session C (collaborating pairs not using mind maps) and Session D (collaborating pairs using mind maps) experimental cycles.

The 2nd condition was the use of mind maps, in both individuals and in collaborating pairs. In this condition the experiment had cycles of subject who used mind maps and cycles of subjects who did not use mind maps. Those subjects, individuals and collaborating pairs, who did not use mind maps were asked questions about their use of notes and sketches and the impact of the notes and sketches during the design of the UML class diagrams. Those subjects, individuals and collaborating pairs, who used mind maps were asked questions about their use of their constructed mind maps and its’ impact on the design of the UML class diagram. Those who used mind maps during design praised the mind maps as tools to help them envision and innovate a better design (mean = 6.48, SD = 0.631) more than those who used notes and sketches (mean = 5.53, SD = 1.762). This provides support for mind maps having impact on the design of UML class diagrams as a manipulation check.
Results of the manipulation checks indicate both of the manipulation checks have worked as intended.

5.2 Hypothesis Testing

This study used ANOVA/ANCOVA techniques and simple and multiple regressions to test the various hypotheses outlined earlier in the research study and the data collected in the experimental sessions. The following analyses were done: (1) Two-way ANCOVA for dependent measures of Design Solution Quality and Job Performance Satisfaction, (2) regression analyses for Communications in the Development Process and Cognitive Workload in the Development Process, (3) simple and multiple regression analyses for Mediator analysis, and finally (4) regression analyses to illustrate the overall effectiveness of the experimental results.

5.2.1 Individuals versus Pairs for Design Solution Quality

This research study compared individuals in nominal pairs to collaborating pairs of subjects. Nominal pairs were formed by randomly combining two individuals in a given treatment session. Based on these nominal pairings, the 1st best and 2nd best individuals were discerned in each pair by comparing Design Solution Quality scores. Hypotheses concerning individuals in nominal pairs and collaborating pairs were analyzed using a 3 (1st best individual, 2nd best individual
in nominal pairs and collaborating pairs) by 2 (not using mind maps and using mind maps) ANCOVA design. Object oriented programming experience was used as the covariate. In the collaborating pair, the average experience level of the pair was used as the covariate. Table 5-10 presents the results of this analysis here:

Table 5-10: ANCOVA Model Results for Design Solution Quality

<table>
<thead>
<tr>
<th>Source</th>
<th>Sum of Squares</th>
<th>df</th>
<th>Mean Square</th>
<th>F-ratio</th>
<th>p-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Object Oriented Programming Experience</td>
<td>8231.12</td>
<td>1</td>
<td>8231.12</td>
<td>7.819</td>
<td>0.002</td>
</tr>
<tr>
<td>IndivPrs</td>
<td>12399.41</td>
<td>2</td>
<td>6199.71</td>
<td>7.315</td>
<td>0.000</td>
</tr>
<tr>
<td>Mind Maps</td>
<td>8732.64</td>
<td>1</td>
<td>8732.64</td>
<td>8.874</td>
<td>0.006</td>
</tr>
<tr>
<td>IndivPrs * Mind Maps</td>
<td>10128.39</td>
<td>2</td>
<td>64.19</td>
<td>0.186</td>
<td>0.837</td>
</tr>
<tr>
<td>Error</td>
<td>3669.14</td>
<td>97</td>
<td>164.00</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Corrected Total</td>
<td>40719.10</td>
<td>103</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

ANCOVA results indicated the presence of significant main effects of both the mode of participation (individuals versus pairs) and the presence or absence of mind maps, along with no interaction effects. Because of these findings further analysis of factor levels was pursued.

Hypotheses 1 and 9 use nominal pairings which result in comparisons of Design Solution Quality between 1st best and 2nd best individuals in nominal pairs compared to collaborating pairs. Bonferroni’s custom comparison procedure performs well when the number of contrasts of interest is small and has been
specified in advance, and when the number of contrasts of interest is about the same as the number of factor levels, or fewer (Kutner et al, 2005). These hypotheses are repeated here.

H1: Design Solution Quality of a collaborating pair will be higher than that of a 2nd best member of a nominal pair in a software design task.

H9: Design Solution Quality of a collaborating pair using mind maps will outperform the 1st best individual developers.

Table 5-11 presents the results of the comparisons tested using Bonferroni’s custom comparisons.

<table>
<thead>
<tr>
<th>Hypothesis 1</th>
<th>Mean</th>
<th>SD</th>
<th>t-value</th>
<th>p-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>2nd best Indiv</td>
<td>123.82</td>
<td>38.61</td>
<td>2.847</td>
<td>0.005</td>
</tr>
<tr>
<td>Collab Pair</td>
<td>183.00</td>
<td>57.11</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Hypothesis 9</th>
<th>Mean</th>
<th>SD</th>
<th>t-value</th>
<th>p-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>1st best Indiv</td>
<td>215.15</td>
<td>26.61</td>
<td>1.773</td>
<td>0.083</td>
</tr>
<tr>
<td>Collab Pair</td>
<td>193.95</td>
<td>55.76</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

H1 was supported. Performance of collaborating pairs was better than the 2nd best individual in nominal pairs. H9 was not supported, indicating failure to reject the hypothesis that collaborating pairs would not outperform the 1st best individual in a nominal pair. Further statistical analysis comparing collaborating
pairs’ Design Solution Quality scores to 1\textsuperscript{st} best individuals’ scores failed to reveal any statistical difference between them.

5.2.2 Individuals versus Pairs on Job Performance Satisfaction

Hypotheses about collaborating pairs versus individuals in terms of task satisfaction were analyzed using a 3 (1\textsuperscript{st} best individual, 2\textsuperscript{nd} best individual and collaborating pair) by 2 (no mind maps, mind maps) ANCOVA design. Table 5-12 shown below presents the results of this testing.

Table 5-12: ANCOVA Model Results for Job Performance Satisfaction

<table>
<thead>
<tr>
<th>Source</th>
<th>Sum of Squares</th>
<th>Df</th>
<th>Mean Square</th>
<th>F-ratio</th>
<th>p-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Object Oriented Programming Experience</td>
<td>6332.36</td>
<td>1</td>
<td>6332.36</td>
<td>4.423</td>
<td>0.032</td>
</tr>
<tr>
<td>IndivPrs</td>
<td>3482.80</td>
<td>2</td>
<td>1741.40</td>
<td>6.204</td>
<td>0.010</td>
</tr>
<tr>
<td>Mind Maps</td>
<td>4494.64</td>
<td>1</td>
<td>4494.64</td>
<td>8.874</td>
<td>0.006</td>
</tr>
<tr>
<td>IndivPrs * Mind Maps</td>
<td>8012.54</td>
<td>2</td>
<td>4006.27</td>
<td>5.81</td>
<td>0.726</td>
</tr>
<tr>
<td>Error</td>
<td>13579.47</td>
<td>97</td>
<td>139.99</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Corrected Total</td>
<td>35993.02</td>
<td>103</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

ANCOVA results indicated the presence of significant main effects of both the mode of subjects’ participation as individuals or collaborating pairs and use or absence of mind maps, along with no interaction effects. Due to these findings, further factor level means analysis was pursued.
Hypothesis 4 addresses Job Performance Satisfaction and comparisons between collaborating pairs and nominal pairs’ averages rather than 1\textsuperscript{st} best and 2\textsuperscript{nd} best individuals. The hypothesis is repeated here.

H4: Average level of Job Performance Satisfaction will be higher among collaborating pairs compared to average task satisfaction levels of nominal pairs.

Table 5-13 presents the Bonferroni’s custom comparison for Job Performance Satisfaction.

Table 5-13: Bonferroni’s Custom Comparisons for Job Performance Satisfaction

<table>
<thead>
<tr>
<th></th>
<th>Mean</th>
<th>SD</th>
<th>t-value</th>
<th>p-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Nominal Pairs</td>
<td>65.10</td>
<td>24.72</td>
<td>-3.47</td>
<td>0.022</td>
</tr>
<tr>
<td>Collab Pairs</td>
<td>56.22</td>
<td>30.71</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

H4 was not supported. In fact, it was inversely supported, indicating that the average of nominal pairs exceeded the average of collaborating pairs.

The correlation between Design Solution Quality and Job Performance Satisfaction was reviewed previously, where it was found to be -0.119. Although the correlation is not large, it is negative. This indicates that persons who thought they did well in the task and were satisfied with their performance actually did less well than those who perceived their performance lower, ceteris paribus. That negative correlation bears out here, where the t-value indicates such.
5.2.3 Communications in the Development Process

Hypotheses 5 and 7 address increased communications in collaborating pairs regarding both Design Solution Quality and Job Performance Satisfaction. The MANCOVA results for Communications were provided in Table 5-11. Because of these findings, further factor means statistical tests were conducted for Communications in the Development Process. The hypotheses are repeated here.

H5: Increased communications in collaborating pairs in a design task will bring higher Design Solution Quality.

H7: Increased communications in collaborating pairs in a design task will bring higher Job Performance Satisfaction.

The results are presented here in Table 5-14 below:

Table 5-14: Significance of Communications in the Development Process

<table>
<thead>
<tr>
<th></th>
<th>Mean</th>
<th>SD</th>
<th>t-value</th>
<th>p-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Nominal Pairs</td>
<td>75.65</td>
<td>22.76</td>
<td>2.713</td>
<td>0.038</td>
</tr>
<tr>
<td>Collab Pairs</td>
<td>88.57</td>
<td>41.37</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

5.2.4 Cognitive Workload in the Development Process

Hypotheses 6 and 8 address decreased cognitive workload regarding both Design Solution Quality and Job Performance Satisfaction. The MANCOVA results for Communications were provided in Table 5-11. Because of these
findings, further factor means statistical tests were conducted for Cognitive Workload in the Development Process. The hypotheses are repeated here.

**H6**: Decreased cognitive loading in software developers in a design task will bring higher Design Solution Quality.

**H7**: Decreased cognitive loading in software developers in a design task will bring higher Job Performance Satisfaction.

The results are presented here in Table 5-15 below:

**Table 5-15: Significance of Cognitive Workload in the Development Process**

<table>
<thead>
<tr>
<th></th>
<th>Mean</th>
<th>SD</th>
<th>t-value</th>
<th>p-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Nominal Pairs</td>
<td>75.65</td>
<td>22.76</td>
<td>4.193</td>
<td>0.011</td>
</tr>
<tr>
<td>Collab Pairs</td>
<td>88.57</td>
<td>41.37</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

5.3 Mediation Testing

Perceptions of Communications in the Development Process and Cognitive Loading in the Development Process were hypothesized to mediate the relationships between the mode of participation (individuals in nominal pairs and collaborating pairs) and the second factor of distributed cognition (no mind maps and using mind maps) versus the Design Solution Quality scores and Job Performance Satisfaction. In order to test for any mediation, three regressions must be conducted and analyzed (Baron & Kenny, 1986): (1) regressing
Communications on mode of participation, (2) regressing Design Solution Quality on mode of participation and (3) regressing Design Solution Quality both on the mode of participation and on the use of mind maps as the first example. In order to test for mediation in this study, regressions were required for the relationships and are shown here in Figure 5-2:

<table>
<thead>
<tr>
<th>Communications (Comms)</th>
<th>Design Solution Quality (DSQ)</th>
<th>Job Performance Satisfaction (JPS)</th>
</tr>
</thead>
<tbody>
<tr>
<td>IorP → Comms</td>
<td>IorP → Comms</td>
<td>IorP → Comms</td>
</tr>
<tr>
<td>IorP → DSQ</td>
<td>IorP → JPS</td>
<td>IorP → JPS</td>
</tr>
<tr>
<td>IorP &amp; Comms → DSQ</td>
<td>IorP &amp; Comms → JPS</td>
<td>IorP &amp; Comms → JPS</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Cognitive Workload (Cogni)</th>
<th>Design Solution Quality (DSQ)</th>
<th>Job Performance Satisfaction (JPS)</th>
</tr>
</thead>
<tbody>
<tr>
<td>IorP → Cogni</td>
<td>IorP → Cogni</td>
<td>IorP → Cogni</td>
</tr>
<tr>
<td>IorP → DSQ</td>
<td>IorP → JPS</td>
<td>IorP → JPS</td>
</tr>
<tr>
<td>IorP &amp; Cogni → DSQ</td>
<td>IorP &amp; Cogni → JPS</td>
<td>IorP &amp; Cogni → JPS</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Communications (Comms)</th>
<th>Design Solution Quality (DSQ)</th>
<th>Job Performance Satisfaction (JPS)</th>
</tr>
</thead>
<tbody>
<tr>
<td>MM → Comms</td>
<td>MM → Comms</td>
<td>MM → Comms</td>
</tr>
<tr>
<td>MM → DSQ</td>
<td>MM → JPS</td>
<td>MM → JPS</td>
</tr>
<tr>
<td>MM &amp; Comms → DSQ</td>
<td>MM &amp; Comms → JPS</td>
<td>MM &amp; Comms → JPS</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Cognitive Workload (Cogni)</th>
<th>Design Solution Quality (DSQ)</th>
<th>Job Performance Satisfaction (JPS)</th>
</tr>
</thead>
<tbody>
<tr>
<td>MM → Cogni</td>
<td>MM → Cogni</td>
<td>MM → Cogni</td>
</tr>
<tr>
<td>MM → DSQ</td>
<td>MM → JPS</td>
<td>MM → JPS</td>
</tr>
<tr>
<td>MM &amp; Cogni → DSQ</td>
<td>MM &amp; Cogni → JPS</td>
<td>MM &amp; Cogni → JPS</td>
</tr>
</tbody>
</table>

Legend: MM = Use of Mind Maps or not
        IorP = Individuals or Pairs

Figure 5-2: Mediation Regressions Required for this Study

As can be seen from Figure 5-2, this study required eight total mediation tests to analyze the impact of Communications in the Development Process on both Design Solution Quality and Job Performance Satisfaction as well as the
impact of Cognitive Workload in the Development Process on both Design Solution Quality and Job Performance Satisfaction. All 24 regressions were conducted and 7 of the 8 mediations are valid. Failure occurred in 1 of the 8 mediation tests.

Collaborating pairs, both using mind maps and not using mind maps did not lead to higher Job Performance Satisfaction as hypothesized. As demonstrated in the tests for Hypothesis 4 concerning higher Job Performance Satisfaction, the original hypothesis failed to find support, and indeed it was found to have inverse support. Job Performance Satisfaction was lower for collaborating pairs, violating Hypothesis 4. In the mediation test for the mediating effects of Cognitive Workload on Job Performance Satisfaction, the inverse support for Hypothesis 4 was revealed to have derived from a higher Cognitive Workload in the Development Process for collaborating pairs. Although the Design solution Quality scores were higher for collaborating pairs than for individuals, the perceptions of performance were lower. This previously caused the failure of H4 and, here in the mediation tests, also caused the failure to find support for Hypothesis 8, which is now repeated here.

H8: Decreased cognitive loading in software developers in a design task will bring higher job satisfaction.

The expected decreased Cognitive Workload was determined to be, in fact, reversed and was perceived as an increased Cognitive Workload.
Hypothesis 5, 6 and 7 found support in the mediation tests of Communication in the Development Process and Cognitive Workload in the Development Process. These hypotheses are repeated here.

H5: Increased communications in collaborating software developers in a design task will bring higher quality design solutions.

H6: Decreased cognitive loading in software developers in a design task will bring higher quality design solutions.

H7: Increased communications in collaborating software development pairs will result in higher job satisfaction.

5.4 Final Regressions

There remain two hypotheses, linked by simple comparison of those who used mind maps and those who did not. Hypothesis 2 regards higher quality scores when using mind maps and Hypothesis 3 addresses higher task satisfaction when using mind maps. These hypotheses are repeated here.

H2: Design solution quality will be higher when mind maps are used during software design.

H3: Task satisfaction will be higher when mind maps are used in a software design task.
These hypotheses found support in regression analyses comparing factor means between those not using mind maps and those using mind maps. The results are shown in Table 5-16 shown here.

Table 5-16: Results of Mind Maps regressions

<table>
<thead>
<tr>
<th>Hypothesis 2</th>
<th>Mean</th>
<th>SD</th>
<th>t-value</th>
<th>p-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>no Mind Maps</td>
<td>170.76</td>
<td>60.51</td>
<td>2.378</td>
<td>0.000</td>
</tr>
<tr>
<td>Mind Maps</td>
<td>189.18</td>
<td>57.29</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Hypothesis 3</th>
<th>Mean</th>
<th>SD</th>
<th>t-value</th>
<th>p-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>no Mind Maps</td>
<td>56.58</td>
<td>26.50</td>
<td>2.163</td>
<td>0.016</td>
</tr>
<tr>
<td>Mind Maps</td>
<td>67.04</td>
<td>28.76</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Support was found for benefits of using mind maps in design tasks in individuals and in pairs.

One final regression analysis was conducted to see the overall model in a multiple linear regression. Results are presented here in Table 5-17. The results include significant findings for use of mind maps or not, whether individuals or pairs, the interaction of those two factors (negative coefficient) and the covariate of object oriented programming experience.
Table 5-17: Regression of Overall Model

<table>
<thead>
<tr>
<th>Coefficient</th>
<th>Estimate</th>
<th>Std Error</th>
<th>t-value</th>
<th>p-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Mind Maps or no Mind Maps</td>
<td>51.3918</td>
<td>10.1526</td>
<td>4.210</td>
<td>0.0001</td>
</tr>
<tr>
<td>Individuals or Pairs</td>
<td>43.5528</td>
<td>10.3461</td>
<td>5.062</td>
<td>0.0000</td>
</tr>
<tr>
<td>Interaction</td>
<td>-14.4858</td>
<td>5.30946</td>
<td>3.101</td>
<td>0.0024</td>
</tr>
<tr>
<td>OO Exper</td>
<td>17.7101</td>
<td>5.71186</td>
<td>-2.728</td>
<td>0.0072</td>
</tr>
</tbody>
</table>

Summary Analysis of Variance Table

<table>
<thead>
<tr>
<th>Source</th>
<th>df</th>
<th>SS</th>
<th>MS</th>
<th>F</th>
<th>p-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Regression</td>
<td>4</td>
<td>4445942.</td>
<td>1111486.</td>
<td>335.54</td>
<td>0.0000</td>
</tr>
<tr>
<td>Residual</td>
<td>134</td>
<td>443883.</td>
<td>3312.56</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Lack of fit</td>
<td>11</td>
<td>36691.4</td>
<td>3335.58</td>
<td>1.01</td>
<td>0.4437</td>
</tr>
<tr>
<td>Pure Error</td>
<td>123</td>
<td>407191.</td>
<td>3310.5</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

5.5 Summary of Hypotheses Testing

The following Table 5-19 summarizes the hypotheses testing of this research study. The majority of hypotheses were supported – six of the original nine. Those hypotheses addressing Job Performance Satisfaction, which included H4 predicting average task satisfaction among collaborating pairs to be higher than that of nominal pairs, and H8, which predicted decreased cognitive loading in software developers would bring higher task satisfaction, were not supported. Hypothesis testing for H4 found inverse support, indicating that collaborating pairs perceived poor performance satisfaction although they actually performed better than individuals.
Table 5-18: Summary of Hypotheses Testings

<table>
<thead>
<tr>
<th>Hypothesis</th>
<th>Restatement</th>
<th>Finding</th>
</tr>
</thead>
<tbody>
<tr>
<td>H1</td>
<td>Design solution quality of a collaborating pair will be higher than that of a second best member of a nominal pair in a software design task.</td>
<td>Supported</td>
</tr>
<tr>
<td>H2</td>
<td>Design solution quality will be higher when mind maps are used during software design.</td>
<td>Supported</td>
</tr>
<tr>
<td>H3</td>
<td>Task satisfaction will be higher when mind maps are used in a software design task.</td>
<td>Supported</td>
</tr>
<tr>
<td>H4</td>
<td>Average level of task satisfaction will be higher among collaborating pairs compared to average task satisfaction level of nominal pairs.</td>
<td>Not Supported (Inverse)</td>
</tr>
<tr>
<td>H5</td>
<td>Increased communications in collaborating software development pairs in a design task will bring higher quality design solutions.</td>
<td>Supported</td>
</tr>
<tr>
<td>H6</td>
<td>Decreased cognitive loading in software developers in a design task will bring higher quality design solutions.</td>
<td>Supported</td>
</tr>
<tr>
<td>H7</td>
<td>Increased communications in collaborating software development pairs in a design task will result in higher job satisfaction.</td>
<td>Supported</td>
</tr>
<tr>
<td>H8</td>
<td>Decreased cognitive loading in software developers in a design task will bring higher job satisfaction.</td>
<td>Not Supported</td>
</tr>
<tr>
<td>H9</td>
<td>Design solution quality of a collaborating pair using mind maps will be higher than that of the best individual developers.</td>
<td>Not Supported</td>
</tr>
</tbody>
</table>

The following chapter discusses the findings of the research study, the limitations of the study and future research possibilities.
Chapter 6

Results and Implications

This chapter presents a summary of the research study and its findings, limitations of the study and future research possibilities.

Agile programming continues to increase among practitioners (Standish Group, 2013) yet research into the dynamics of agile programming continues to be an understudied stream of research. Contributions by academic researchers have the potential to contribute to industry and practitioners while enhancing standing of agile research among both practitioners and academics. Although empirical evidence indicating benefits such as increased satisfaction, decreased error and rework, and knowledge transfer between pair programmers enhancing the software development process continues to increase, the evidence increases slowly. Any possible benefits found to facilitate efficacy in the development process would be worth investigating.

This study examined the performance of individual and pair programmers in a software analysis and design task. The efficacy of mind maps in a software analysis and design task was also investigated. In addition to these main factors, this research also examined the effects of communications - social and structural - in a distributed cognition setting, and the impact of cognitive workload on both job performance satisfaction and design solution quality.
6.1 Summary of Research Findings

The following paragraphs summarize the results of this research study.

6.1.1 Design Solution Quality

Consistent with Mangalaraj et al.’s finding, this study found that in a design task, collaborating pairs did indeed outperform the 2nd best individual in a nominal pair. Collaborating pairs using mind maps outperformed the average individual software designers, but their quality scores were not higher than the 1st best individuals. Post-hoc tests indicate that quality scores of 1st best individuals using mind maps did not significantly exceed those of 1st best individuals not using mind maps. The mean quality score of collaborating pairs using mind maps was statistically significantly higher than the scores of all other groups.

Extant literature from small groups research indicates that the performance of groups is not likely to be better than the best individuals but is likely better than the average individual. Findings from this research study are consistent with the findings from small groups research literature as well as with prior studies, such as Balijepally et al. (2009) and Mangalaraj et al. (2014) on pair development.

The efficacy of mind maps on design solution quality scores was also analyzed in this study. The impact of using mind maps on quality scores was found to be positive, leading to higher quality scores at a statistically significant
difference. By creating a mind map prior to designing the final product, mental models are elucidated individually or jointly.

6.1.2 Job Performance Satisfaction

Research literature from agile programming studies (e.g., Balijepally et al., 2009; Mangalaraj et al., 2014) list increased task satisfaction among the benefits of pair programming over individual development. In light of previous findings, this study expected that members of collaborating pairs would experience higher job performance satisfaction compared to individuals working alone. The performance satisfaction scores do not support this expectation. The job performance satisfaction scores for collaborating pairs were lower than those for individuals. This reversal was hinted at by a negative correlation between Design Solution Quality and Job Performance Satisfaction early in the analysis and was later found in the lower Job Performance Satisfaction scores for collaborating pairs. While perceiving they could have done better, their quality scores were actually higher than the scores for individuals.

Analysis for the effects on mind maps on task satisfaction yielded support for the expectation of higher job performance satisfaction for developers using mind maps, both individuals and pairs.
6.1.3 Communications in the Development Process

Increased communications in the development process was hypothesized to increase both task satisfaction and quality scores. This expectation was supported in this study. The mediation effect of communications on task satisfaction and quality scores was statistically significant.

Increased communications were expected in individuals using mind maps as structurally distributed cognition and in collaborating pairs as socially distributed cognition. Specifically, collaborating pairs using mind maps would benefit from both structural and social distributed cognition, and further, the structurally distributed cognition (mind maps) would be socially constructed as individuals prior to constructing a joint mind map socially. This increased communications among developers in a design task was supported in this study, leading to higher task satisfaction and to higher quality scores.

6.1.4 Cognitive Workload in the Development Process

Decreased cognitive workload was expected to increase both job satisfaction and quality scores. This was not supported by the findings in this research study. The researcher currently believes that this finding is the result of individuals’ reports on cognitive workload being higher in both of the paired conditions, due to exposure of the individuals to other individuals’ perceptions of proposed solutions. This exposure may have weakened perceptions of self-
efficacy not studied in this experiment. Previous research in pair programming highlights the need for time for the paired subjects to jell with and learn from their partners (Mangalaraj, 2006) and thereby promote learning and increase self-confidence. Without sufficient time to increase the social ease of working with a new partner, the pairs did not decrease cognitive workload but increased it. This, in turn, contributed to individuals’ reports of increased cognitive workload and decreased Job Performance Satisfaction.

Higher Design Solution Quality scores did indeed stem from decreased cognitive workload, in individuals and in pairs, using mind maps or not using mind maps. This supports the idea that using external artifacts, whether notes and sketches or mind maps, lowers cognitive workload as was predicted in the literature.

Higher Job Performance Satisfaction was not found in this study. Individuals, using mind maps or not, reported higher task satisfaction than collaborating pairs, using mind maps or not. Decreased cognitive workload as a mediator was degraded because it did not work for collaborating pairs. The pairs reported a higher perceived cognitive workload than the individuals, regardless of the use of mind maps, leading to lower task satisfaction scores. This inverse finding was statistically significant, and is not well supported by the literature review of this study.
6.2 Significance of Findings

This study has made important contributions to theoretical research into agile programming, both in the individual and pair programming contexts. Both individuals and pairs used mind maps to “pre-engineer” their thoughts on software design solutions. Mind maps contributed to increases in solution quality and task satisfaction. Although pair programming is gaining popularity in practice, research into the dynamics of pair programming remains sparse. Prior studies on pair development suggest that communications and coordination losses occurring during collaboration may be the reason why pairs seldom outperform best individuals, although they tend to do better than second-best individuals (e.g., Balijepally et al., 2009; Mangalaraj et al., 2014). One of the goals of this experiment, therefore, was to examine the role of mind maps in facilitating communication and coordination during software development. This study also analyzed potential mediators concerning cognitive loading and communications in the software design process, which has often been described as an ill-structured activity.

6.2.1 Significance of Findings for Research

Although pair programming has an academic literature stream, research into the dynamics involved in the process remains sparse. Further, studying the
design aspects of software development specifically for academic research is even rarer. Processes in software design are still in need of research. The social-technical aspects of this study highlight the need for research into individual differences not captured by using object oriented programming experience as a covariate, yet none of the other possible covariates were statistically significant. By utilizing nominal pairs, this study increased the rigor of the findings, where many previous studies used equal number of individuals and pairs and included twice as many persons working in the pair condition as the individual condition. Important outcomes of this research study are presented here. First, this research study confirmed that the collaborating pair will produce higher quality scores than the 2nd best individual. This finding is consistent with research literature focused on small groups.

Second, this study found task satisfaction to be higher in individuals but not in collaborating pairs. Because this finding is not consistent with small group literature, it requires further study.

Third, using communication as a mediator in the development process was successful, increasing both task satisfaction and quality scores. While many studies have shown the direct effects of pairing on task satisfaction and pairing, few have looked into the actual processes that mediate the relationships. This establishes a new possibility for further research to investigate the different
mechanisms (e.g., distributed cognition and external representations) that might facilitate communications.

Fourth, cognitive workload in the development process did not succeed as a mediator for one condition (pairs) but did mediate three different conditions. For this mediator to work this way was not expected and requires further study. Few studies in pair programming have found this result, while most find the proposed hypothesis which is the reverse of this study’s result. This experiment did not control for self-efficacy in software development, although object oriented programming experience was a significant covariate. It was suggested earlier in these findings that cognitive workload may have been reported as increasing when exposed to other individuals’ perceptions of the best solution, without sufficient time to jell, establish trust and learn from the individual’s partner. If so, future research should include some measure of self-efficacy in order to establish a better control in the experiment. If this were done, at least these findings might be more explainable and further rigor would be added to the research, increasing confidence in the findings.

Fifth, mind maps were used in two of the four Session conditions and increased both quality scores and task satisfaction overall. Mind maps represent external artifacts and seemed to work well in capturing thought processes and building mental models of a design task in software development, a task that is difficult to start. Mind maps force a hierarchy without pressing priorities. Using a
distributed cognition setting and recognizing the social and structural aspects of both having a design partner and of mind maps as external representations, this study found that mind maps increased design solution quality and task performance satisfaction. Further research into use of artifacts and external representations contains exciting possibilities. Other aspects of software design could be studied using mind maps as a structural distributed cognition tool.

6.2.2. Significance of Findings for Practitioners

Agile programming continues to increase in practice and in popularity and practitioners expect these techniques to reduce information systems’ project failure rates (Standish Group, 2013). Systems that promote more thoughtful artifacts for use in software analysis & design are becoming more popular among practitioners. Therefore, this study’s findings are significant to practitioners in many ways.

First, the benefits of collaborative work, such as higher quality and increased task satisfaction, are demonstrated here, although mitigated by higher cognitive loading among collaborating pairs. Practitioners could use the extant distributed cognition aspects of socially distributed cognition and add mind maps as a valid socially constructed structural aspect of pair programming.

Second, hiring exceptional individual developers in industry is an increasingly difficult task. The finding that pairs of average developers using
mind maps can produce the equivalent quality allows more feasible options to the practicing development manager

Third, knowledge capture and transfer in design tasks can be improved by external artifacts, specifically mind maps. Tools that capture knowledge will become increasingly important, and mind maps are simple to construct and simple to use.

Fourth, the mediators of communications and cognitive loading can be employed in industry to facilitate better quality of design. While communications and coordination are costs in the beginning of a paired development team, time to build trust and to jell as a team is expected in practice, and difficult to reproduce in a lab experiment. Longitudinal research experiments would be required to address this shortcoming in academic studies, but practitioners already employ the social and structural aspects of distributed cognition. Directly addressing the communications and cognitive workload aspects of the experiment presented here could improve the agile programming results for practitioners.

6.3 Limitations of Study

There are certainly limitations present in this study. All academic studies suffer from a lack of environmental aspects pertaining to the specific area of investigative focus. Generalizability of the findings is of concern for those experiments designed to address existing industrial practices such as agile
programming. While this study did indeed use students as experimental subjects, this was mitigated somewhat by including graduate students, most of whom are working in the field already. Their experience brings additional validity to the findings regarding design as an often ill-structured task. Additionally, the main problem to be solved in this study might be considered trivial in an industrial setting, although it is based on foundational industry standards and used UML class diagrams, a common method of capturing design decisions in software development.

First, this was a lab study under controlled conditions of execution. Important situational variables which might be present in a workplace may influence the results. The laboratory-based environment, however, is necessary to produce the controls required for research and cannot be avoided by academic researchers.

Second, the pairs in this study were randomly chosen, not the usual practice for practitioners. Pairs in this study were mostly strangers, having met and worked together only during their time in the lab. Previous research indicates that the performance of pairs will improve over time as the pair jells with each other (Williams et al., 2000). The warm-up task in this study was performed individually in order to acquaint the subjects with the online tools used in the study. The mind maps were produced individually, even in the collaborating pair condition Session D, before the joint mind map was produced. The final UML
class diagram came after the joint mind map, but the total time working together prior to the UML class diagram for was about 13 minutes. Increasing the time to jell might increase the quality produced by the pair.

Third, mind maps in this research study were introduced, trained and used in a relatively short amount of time during the experiment. Increased cognitive loading in collaborating pairs was somewhat mitigated by using mind maps, but the exact effect remains unknown at this time.

Fourth, a single design task was used for all condition Sessions. Although this bolsters the reliability of the findings, practitioners are aware that small groups and dyads perform inconsistently based on the characteristics of the task itself. Use of external artifacts changes the way the performer perceives the task (Zhang & Norman, 1994) and this specific finding needs further work before practitioners can make use of it. In order to properly ascertain the effects of the task on solution quality and perceptions of task satisfaction more research would be required (Balijepally, 2006).

6.4 Future Research Directions

This study remains an early point in research into software design examining pair programming phenomena. The social and behavioral aspects of the software design process overall remain an area rich in opportunity. The increasing use of technology to assist in designing technology continues to call for
further research in an environment that is changing rapidly. As such, there are many opportunities for further research and some are outlined here below.

First, a longitudinal study could be beneficial to discern whether pair performance improves in sequential tasks. Longitudinal studies help untangle and discern learning effects present during small group work. Extant literature on small group work can be reviewed for longitudinal studies and for learning effects in longitudinal studies, setting the stage for longitudinal studies in software design research.

Second, this study randomly paired subjects into collaborating pairs. Further research opportunities are available in the area of creating pairs based on specific demographics, abilities and knowledge levels and creating pairs based on these characteristics rather than random pairing. This direct approach to using the individual differences found in subjects could extract interesting findings regarding creativity, innovation, technical engineering thought and approaches and could possibly unveil unexpected findings.

Third, the use of mind maps can be continued, expanding into other design tasks and into software development tasks outside of strictly design tasks. Mind maps proved to be a simple tool to introduce, train and use, making them attractive in other areas of research such as building joint mental models or problem definition and solution. Knowledge sharing and learning in the problem-
solving task should be examined as well as aspects of creativity and innovation in the design tasks.

Fourth, research into the similarities and differences between mind maps and other conceptual tools could be sponsored in order to further develop understanding of mental models among individuals and pairs. One research paper in mathematics posited that concept maps align with exploratory analysis and that mind maps are more akin to confirmatory analysis, for example.

Fifth, multiple tasks could be used instead of a single task. This would allow researchers to further refine the impact of task characteristics on productivity, quality, cognitive loading and task satisfaction. In addition, this would allow a slightly more realistic result closer to industry practices.

Sixth, previous research into agile programming has used the best individual in a nominal group as a standard for judging performance of pairs. However, the social aspects of individual differences, and the contextual and process variables in such research, would be a very interesting area of research in the elusive search for pairs and groups that could outperform the best individuals.

Sixth, further research into why the increased cognitive loading in collaborating pairs leads to lower task satisfaction while actually producing higher quality scores, whereas individuals with higher task satisfaction obtained lower quality scores, would be fascinating and might yield important insights into self-perceptions of software developers in a design task.
6.5 Conclusions

This research study empirically scrutinized important concepts in software design. This study exists in a sparsely populated stream of research examining some of the more difficult aspects of software development. By using the two factors of mode of participation (individuals versus pairs) and external artifacts (using mind maps or not), this study furthers research into improvement in software design tasks. Results of the study indicate that using mind maps improves solution quality and task satisfaction in both individuals and pairs. Results also indicate that communications in the development process increases solution quality and task satisfaction across the board. This study found that decreased cognitive loading in individuals did lead to increases in task satisfaction, but collaborating pairs had lower task satisfaction while garnering higher solution quality.
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PRINCIPAL INVESTIGATOR NAME:
Philip L. Bond, PhD student
Information Systems and Operations Management Department
Room 516, COBA philip.bond@mavs.uta.edu 817-272-3084
Faculty Advisor: Dr. Srihar Nerur
Information Systems and Operations Management Dept.
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TITLE OF PROJECT:
An Investigation of the Efficacy of Mind Maps In Software Development Among Individuals and Pairs, IRB 2015-0129

INTRODUCTION
You are being asked to participate in a research study. Your participation is voluntary. Please ask questions if there is anything you do not understand.

PURPOSE:
The purpose of the research is to identify factors of quality and completeness of software analysis and design using Universal Markup Language (UML) class diagrams commonly used in the software industry. You will learn how to construct UML class diagrams through a presentation lecture and then produce UML class diagrams as solutions to a problem statement. UML diagrams are often used in software projects to document the requirements analysis and to guide design of the software system. UML diagrams are used in advanced IS coursework and textbooks and are common in the software industry.

UML class diagrams are pictures of the relationships between classes in a software system. Each class will have attributes (the class “Student” would have FirstName, LastName, StudentID, Major and so on) and also have methods (Student would be able to Enroll, Drop, Graduate and so on). Attributes are often called things the classes “are” and methods are things the classes “do.” Other classes which interact with Student should be able to use the attributes and methods of the Student class. For example, Registrar should also have methods which Enroll, Drop or Graduate a Student. By examining the attributes and methods of multiple classes in a software system, good software analysts and designers will produce quality UML diagrams which have all the necessary attributes and methods, but no extra needless information.

Factors which may produce better UML diagrams are the focus of this experiment, specifically using mind maps before constructing the UML diagrams, both individually and in pairs. Therefore, different sessions of the experiment will either feature individuals or pairs and either using mind maps or not, as factors influencing the quality and completeness of the final UML diagram solution. You will be asked to produce a UML class diagram as a solution to a problem statement.

DURATION:
Approximately 2 hours

APPROVED
APR 15 2015
Institutional Review Board
PROCEDURES:
1) You will arrive at the computer lab, sign in, receive a random number for confidentiality, and sign the Informed Consent form. Your random number will be used to separate your personal identity from your submitted work as well as be used in random drawings for door prizes.

2) You will receive training on Universal Markup Language (UML) class diagrams, and discuss examples, their usage and their specifics. UML class diagrams are used in software projects to document the attributes and methods of various classes in a software system. Building good UML class diagrams helps software analysts and designers ensure that the specifics of each class are addressed by other classes in the system. For example each class will have attributes (the class “Student” would have FirstName, LastName, StudentID, Major and so on) and also have methods (Student would be able to Enroll, Drop, Graduate and so on). Attributes are often called things the classes “are” and methods are things the classes “do.”

3) You will then register at [www.gliffy.com](http://www.gliffy.com) in order to use that website to create UML class diagrams. This will require you to provide your name and email address and accept their terms of conditions.

4) A warm-up task with a problem statement will be discussed and approximately 20 minutes will be given to solve the problem by producing a UML class diagram.

5) If you participate in sessions with only individuals not using mind maps, you will then have the remaining time to produce a UML class diagram for solving a different, main problem statement. Sessions with pairs not using mind maps will then have the remaining time to produce a UML class diagram for solving a different, main problem statement.

    If you participate in sessions using mind maps, both individuals and in pairs, you will receive training in mind maps, discussing examples their usage and their specifics after the warm-up task. You will then register at [www.mindmap.com](http://www.mindmap.com) in order to use that website to create mind maps. This will require you to provide your name and email address and accept their terms of conditions.

    All participants using mind maps will complete a mind map as a solution to the main problem statement. Sessions with individuals using mind maps will then have the remaining time to complete a UML class diagram for solving the main problem statement. Sessions with pairs will then pair up randomly to produce a joint UML class diagram for solving the main problem statement.

6) At the end of the experiment time, you will be asked to complete the Questionnaire. The Questionnaire will be of four types: individuals without mind maps, pairs without mind maps, individuals with mind maps and pairs with mind maps. Each session of the experiment will only have one Questionnaire type specific to that session. The front page of the Questionnaire which contains demographic information and previous software experience will be separated.
from the remaining Questionnaire in order to screen the Questionnaire answers from nationality, race, gender, culture and other factors.

POSSIBLE BENEFITS:
The main benefit to the participant from this research is to know you are contributing to further future knowledge. Other possible benefits include learning UML class diagramming if currently unknown and learning more about mind mapping.

COMPENSATION:
Possible compensation will be through random drawings for ten $50 Walmart gift cards.

POSSIBLE RISKS/DISCOMFORTS:
Possible fatigue in a classroom setting, boredom.

ALTERNATIVE PROCEDURES/TREATMENTS:
No alternatives in the initial study.

WITHDRAWAL FROM THE STUDY:
Experimental subjects may withdraw from the study at any time.

NUMBER OF PARTICIPANTS: We expect 200 participants to enroll in this study.

CONFIDENTIALITY:
We are not collecting signatures or personal information attached to your answers. The information collected from you during this study will not be linked to your identity. Your signed consent form will be retained separately from the data, and your responses will be coded by using a random number attached to your submitted answers.

If in the unlikely event it becomes necessary for the Institutional Review Board to review your research records, then The University of Texas at Arlington will protect the confidentiality of those records to the extent permitted by law. Your research records will not be released without your consent unless required by law or a court order. The data resulting from your participation may be made available to other researchers in the future for research purposes not detailed within this consent form. In these cases, the data will contain no identifying information that could associate you with it, or with your participation in any study.

CONTACT FOR QUESTIONS:
Questions about this research may be directed to Philip L. Bond, Principal Investigator, at philip.bond@mavs.uta.edu, or Room 516, College of Business Administration, or 817-272-3084. The Faculty Advisor for this protocol is Dr. S. Nerur, and may be contacted at 817-272-3530. Any questions you may have about your rights as a research participant may be directed to the Office of Research Administration; Regulatory Services at 817-272-2105 or to regulatoryservices@uta.edu.

APPROVED
APR 15 2015
CONSENT:

By signing below, you confirm that you are 18 years of age or older and have read or had this document read to you. You have been informed about this study's purpose, procedures, possible benefits and risks, and you have received a copy of this form. You have been given the opportunity to ask questions before you sign, and you have been told that you can ask other questions at any time.

You voluntarily agree to participate in this study. By signing this form, you are not waiving any of your legal rights. Refusal to participate will involve no penalty or loss of benefits to which you are otherwise entitled. You may discontinue participation at any time without penalty or loss of benefits, to which you are otherwise entitled.

Signature:

By signing below, you confirm that you have read this document or had this document read to you.

<table>
<thead>
<tr>
<th>SIGNATURE OF VOLUNTEER</th>
<th>DATE</th>
</tr>
</thead>
</table>

APPROVED

APR 15 2015
Appendix C

Copy of Questionnaires for Sessions
Questionnaire “A”

**Demographics Questions**

1) What is your gender?  □ Female    □ Male

2) What is your age?    ____________

3) What is your major course of study?  □ INSY     □ CSE

3) Highest education level?  □ High School    □ Technical School

□ Undergraduate degree    □ Graduate degree

□ Doctorate degree    □ Other:__________________

4) How many hours per week do you work?    ____________

5) Please write the country of your citizenship:  ______________________________________

6) Is English your first language?  □ Yes    □ No

7) Your overall GPA _______________

8) GPA in your major _______________

**Software Background Questions**

1) How many years of programming experience do you have?

□ 0 to 1    □ 1 to 2    □ 2 to 4    □ 4 to 6    □ 6 or more

2) How many years of programming experience in object-oriented languages?

□ 0 to 1    □ 1 to 2    □ 2 to 4    □ 4 to 6    □ 6 or more

3) What level of experience do you have in object-oriented design?

□ No experience    □ Novice    □ Intermediate    □ Expert
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4) What object-oriented programming languages are you familiar with?

☐ C++     ☐ C#     ☐ Java     ☐ Python     ☐ Small Talk
☐ Eiffel     ☐ VB     ☐ .Net     ☐ Objective-C     ☐ Other

**Task Load Index**

We would like to know about the mental task load you experienced during this experiment. Feelings of workload come from several different things. Some people feel that mental or time demands are the most important factors while others may feel that their performance or frustration level is the most important part.

Here are the factors that contribute to mental task load.

<table>
<thead>
<tr>
<th>Factor</th>
<th>Definition</th>
</tr>
</thead>
<tbody>
<tr>
<td>Mental Demand</td>
<td>How much mental activity was required (e.g., thinking, deciding, calculating, remembering, looking, searching, etc.)?</td>
</tr>
<tr>
<td>Time Demand</td>
<td>How much time pressure did you feel due to the rate or place at which the tasks occurred?</td>
</tr>
<tr>
<td>Effort</td>
<td>How hard did you have to work (mentally) to accomplish your level of performance?</td>
</tr>
<tr>
<td>Frustration Level</td>
<td>How insecure, discouraged, irritated, stressed, and annoyed versus secure, gratified, content, relaxed, and complacent did you feel during the task?</td>
</tr>
<tr>
<td>Performance</td>
<td>How successful do you think you were in accomplishing the goals of the task?</td>
</tr>
</tbody>
</table>

Using the 5 definitions above, for these next 10 questions, choose and mark 1 of the 2 boxes to show which factor was more important to you.

<p>| | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Effort   ☐ - ☐ Performance</td>
</tr>
<tr>
<td>2</td>
<td>Time Demand ☐ - ☐ Effort</td>
</tr>
<tr>
<td>3</td>
<td>Performance ☐ - ☐ Frustration</td>
</tr>
<tr>
<td>4</td>
<td>Time Demand ☐ - ☐ Frustration</td>
</tr>
</tbody>
</table>
For the following questions, mark an “X” on each scale at the point that matches your experience in this experiment. Thank you for helping us.

The level of Mental Demand for this task was:

Low  |__________________________|  High

The Time Demand for this task was:

Low  |__________________________|  High

The level of Effort for this task was:

Low  |__________________________|  High

The Frustration Level for this task was:

Low  |__________________________|  High

My level of Performance on this task was:

Good  |__________________________|  Poor
**Software Design Quality Alone**

1) I explored multiple solutions for the given problem

<table>
<thead>
<tr>
<th>Strongly disagree</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
</tr>
</thead>
<tbody>
<tr>
<td>Strongly agree</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

2) I found flaws with the design and made changes

<table>
<thead>
<tr>
<th>Strongly disagree</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
</tr>
</thead>
<tbody>
<tr>
<td>Strongly agree</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

3) I could easily identify the right solutions to the problem

<table>
<thead>
<tr>
<th>Strongly disagree</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
</tr>
</thead>
<tbody>
<tr>
<td>Strongly agree</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Task satisfaction**

1) How do you feel about your time spent working on the solution today?

<table>
<thead>
<tr>
<th>Very Dissatisfied</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>Very</th>
</tr>
</thead>
<tbody>
<tr>
<td>Satisfied</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Very Displeased</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>Very</th>
</tr>
</thead>
<tbody>
<tr>
<td>Pleased</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Very Frustrated</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>Very</th>
</tr>
</thead>
<tbody>
<tr>
<td>Content</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Absolutely Terrible</td>
<td>1</td>
<td>2</td>
<td>3</td>
<td>4</td>
<td>5</td>
<td>6</td>
<td>7</td>
<td></td>
</tr>
<tr>
<td>--------------------</td>
<td>---</td>
<td>---</td>
<td>---</td>
<td>---</td>
<td>---</td>
<td>---</td>
<td>---</td>
<td></td>
</tr>
<tr>
<td>Absolutely Delighted</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

2) How do you feel about the work you performed today?

<table>
<thead>
<tr>
<th>Very Easy</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>Very</th>
</tr>
</thead>
<tbody>
<tr>
<td>Difficult</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Very Simple</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>Very</th>
</tr>
</thead>
<tbody>
<tr>
<td>Complex</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
Questionnaire “B”

**Demographics Questions**

1) What is your gender?  □ Female   □ Male

2) What is your age?  __________

3) What is your major course of study?  □ INSY   □ CSE

3) Highest education level?  □ High School   □ Technical School
                                 □ Undergraduate degree   □ Graduate degree
                                 □ Doctorate degree   □ Other:
                                 ______________________

4) How many hours per week do you work?  __________

5) Please write the country of your citizenship:  
                                 ______________________

6) Is English your first language?  □ Yes   □ No

7) Your overall GPA  __________

8) GPA in your major  __________

**Software Background Questions**

1) How many years of programming experience do you have?
                                 □ 0 to 1   □ 1 to 2   □ 2 to 4   □ 4 to 6   □ 6 or more

2) How many years of programming experience in object-oriented languages?
                                 □ 0 to 1   □ 1 to 2   □ 2 to 4   □ 4 to 6   □ 6 or more

3) What level of experience do you have in object-oriented design?
                                 □ No experience   □ Novice   □ Intermediate   □ Expert
4) What object-oriented programming languages are you familiar with?

- □ C++
- □ C#
- □ Java
- □ Python
- □ Small Talk
- □ Eiffel
- □ VB
- □ .Net
- □ Objective-C
- □ Other

**Task Load Index**

We would like to know about the mental task load you felt during this experiment. Feelings of workload come from several different things. Some people feel that mental or time demands are the most important factors while others may feel that their performance or frustration level is the most important part.

Here are the factors that contribute to mental task load.

<table>
<thead>
<tr>
<th>Factor</th>
<th>Definition</th>
</tr>
</thead>
<tbody>
<tr>
<td>Mental Demand</td>
<td>How much mental and perceptual activity was required (e.g., thinking, deciding, calculating, remembering, looking, searching, etc.)?</td>
</tr>
<tr>
<td>Time Demand</td>
<td>How much time pressure did you feel due to the rate or place at which the tasks occurred?</td>
</tr>
<tr>
<td>Effort</td>
<td>How hard did you have to work (mentally) to accomplish your level of performance?</td>
</tr>
<tr>
<td>Frustration Level</td>
<td>How insecure, discouraged, irritated, stressed, and annoyed versus secure, gratified, content, relaxed, and complacent did you feel during the task?</td>
</tr>
<tr>
<td>Performance</td>
<td>How successful do you think you were in accomplishing the goals of the task?</td>
</tr>
</tbody>
</table>

Using the 5 definitions above, for these next 10 questions, choose and mark 1 of the 2 boxes to show which factor was more important to you.

<p>| | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Effort □ - □ Performance</td>
</tr>
<tr>
<td>2</td>
<td>Time Demand □ - □ Effort</td>
</tr>
<tr>
<td>3</td>
<td>Performance □ - □ Frustration</td>
</tr>
<tr>
<td>4</td>
<td>Time Demand □ - □ Frustration</td>
</tr>
<tr>
<td>---</td>
<td>-------------------------------</td>
</tr>
<tr>
<td>5</td>
<td>Time Demand □ - □ Mental Demand</td>
</tr>
<tr>
<td>6</td>
<td>Frustration □ - □ Effort</td>
</tr>
<tr>
<td>7</td>
<td>Performance □ - □ Time Demand</td>
</tr>
<tr>
<td>8</td>
<td>Frustration □ - □ Mental Demand</td>
</tr>
<tr>
<td>9</td>
<td>Performance □ - □ Mental Demand</td>
</tr>
<tr>
<td>10</td>
<td>Mental Demand □ - □ Effort</td>
</tr>
</tbody>
</table>

For the following questions, mark an “X” on each scale at the point that matches your experience in this experiment. Thank you for helping us.

The level of Mental Demand for this task was:

Low | ______|_______|_______|_______|_______|_______|_______|_______|_______|_______|
High

The Time Demand for this task was:

Low | ______|_______|_______|_______|_______|_______|_______|_______|_______|_______|
High

The level of Effort for this task was:

Low | _____|_______|_______|_______|_______|_______|_______|_______|_______|_______|
High

The Frustration Level for this task was:

Low | _____|_______|_______|_______|_______|_______|_______|_______|_______|_______|
High

My level of Performance on this task was:
Communications Alone

1) I helped myself with thoughts and ideas by using external notes and drawings
   Strongly disagree  1  2  3  4  5  6  7
   Strongly agree

2) My notes and drawings helped me keep ideas and thoughts fresh in my mind
   Strongly disagree  1  2  3  4  5  6  7
   Strongly agree

3) Creating and using a mind map, even alone, helped me form solutions to the design task
   Strongly disagree  1  2  3  4  5  6  7
   Strongly agree

4) Using mind maps first helped me design a better solution
   Strongly disagree  1  2  3  4  5  6  7
   Strongly agree

5) Using mind maps before design increased my confidence in my design solution
   Strongly disagree  1  2  3  4  5  6  7
   Strongly agree

Using Mind Maps before Designing

1) Creating the mind map before design made the design task easier
   Strongly disagree  1  2  3  4  5  6  7
   Strongly agree

2) Mind maps give flexibility/extensibility to the design created
3) Having a partner helped in creating and using better mind maps

Strongly disagree 1 2 3 4 5 6 7
Strongly agree

4) Please briefly state any problems in using mind maps for the design task performed

__________________________________________________________________________
__________________________________________________________________________

5) In what ways did using mind maps help you in solving the design problem today?

__________________________________________________________________________
__________________________________________________________________________

Software Design Quality Alone

1) I explored multiple solutions for the given problem

Strongly disagree 1 2 3 4 5 6 7
Strongly agree

2) I found flaws with the design and made changes

Strongly disagree 1 2 3 4 5 6 7
Strongly agree

3) I could easily identify the right solutions to the problem

Strongly disagree 1 2 3 4 5 6 7
Strongly agree
Task satisfaction

1) How do you feel about your time spent working today?

Very Dissatisfied 1 2 3 4 5 6 7 Very Satisfied

Very Displeased 1 2 3 4 5 6 7 Very Pleased

Very Frustrated 1 2 3 4 5 6 7 Very Content

Absolutely Terrible 1 2 3 4 5 6 7 Absolutely Delighted

2) How do you feel about the work you performed today?

Very Easy 1 2 3 4 5 6 7 Very Difficult

Very Simple 1 2 3 4 5 6 7 Very Complex
Questionnaire “C”

**Demographics Questions**

1) What is your gender?  
   □ Female  □ Male

2) What is your age?  _________

3) What is your major course of study?  □ INSY □ CSE

3) Highest education level?  □ High School  □ Technical School
   □ Undergraduate degree □ Graduate degree
   □ Doctorate degree □ Other:  ____________________

4) How many hours per week do you work?  _________

5) Please write the country of your citizenship:  ____________________

6) Is English your first language?  □ Yes  □ No

7) Your overall GPA  _________

8) GPA in your major  _________

**Software Background Questions**

1) How many years of programming experience do you have?  
   □ 0 to 1  □ 1 to 2  □ 2 to 4  □ 4 to 6  □ 6 or more

2) How many years of programming experience in object-oriented languages?  
   □ 0 to 1  □ 1 to 2  □ 2 to 4  □ 4 to 6  □ 6 or more

3) What level of experience do you have in object-oriented design?  
   □ No experience □ Novice □ Intermediate □ Expert
4) What object-oriented programming languages are you familiar with?

☐ C++        ☐ C#        ☐ Java        ☐ Python        ☐ Small Talk

☐ Eiffel      ☐ VB        ☐ .Net        ☐ Objective-C ☐ Other

**Task Load Index**

We would like to know about the mental task load you experienced during this experiment. Feelings of workload come from several different things. Some people feel that mental or time demands are the most important factors while others may feel that their performance or frustration level is the most important part.

Here are the factors that contribute to mental task load.

<table>
<thead>
<tr>
<th>Factor</th>
<th>Definition</th>
</tr>
</thead>
<tbody>
<tr>
<td>Mental Demand</td>
<td>How much mental and perceptual activity was required (e.g., thinking, deciding, calculating, remembering, looking, searching, etc.)?</td>
</tr>
<tr>
<td>Time Demand</td>
<td>How much time pressure did you feel due to the rate or place at which the tasks occurred?</td>
</tr>
<tr>
<td>Effort</td>
<td>How hard did you have to work (mentally) to accomplish your level of performance?</td>
</tr>
<tr>
<td>Frustration Level</td>
<td>How insecure, discouraged, irritated, stressed, and annoyed versus secure, gratified, content, relaxed, and complacent did you feel during the task?</td>
</tr>
<tr>
<td>Performance</td>
<td>How successful do you think you were in accomplishing the goals of the task?</td>
</tr>
</tbody>
</table>

Using the 5 definitions above, for these next 10 questions, choose and mark 1 of the 2 boxes to show which factor was more important to you.

<p>| | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Effort □ - □ Performance</td>
</tr>
<tr>
<td>2</td>
<td>Time Demand □ - □ Effort</td>
</tr>
<tr>
<td>3</td>
<td>Performance □ - □ Frustration</td>
</tr>
</tbody>
</table>
For the following questions, mark an “X” on each scale at the point that matches your experience in this experiment. Thank you for helping us.

The level of Mental Demand for this task was:

Low |________|________|________|________|________|________|________|________|________|________| High

The Time Demand for this task was:

Low |________|________|________|________|________|________|________|________|________|________| High

The level of Effort for this task was:

Low |________|________|________|________|________|________|________|________|________|________| High

The Frustration Level for this task was:

Low |________|________|________|________|________|________|________|________|________|________| High

My level of Performance on this task was:
1) Both partners posed adequate questions to each other in order to understand the learning content (e.g. questions on meaning of concepts, differences, reasons and concrete examples)

   Strongly disagree 1 2 3 4 5 Strongly agree

2) What both members said was checked by asking each other critical questions

   Strongly disagree 1 2 3 4 5 Strongly agree

3) A partner who was formulating an explanation about the problem asked his/her partner whether his/her explanation was right

   Strongly disagree 1 2 3 4 5 Strongly agree

4) One explanation did not suffice for partners; alternative explanations were also mentioned

   Strongly disagree 1 2 3 4 5 Strongly agree

5) Partners discussed and elaborated on each other’s arguments

   Strongly disagree 1 2 3 4 5 Strongly agree

6) When someone argued something, then that statement was motivated

   Strongly disagree 1 2 3 4 5 Strongly agree

7) Explanations of group members were completed with explanations of other group members

   Strongly disagree 1 2 3 4 5 Strongly agree

8) I and my partner drew conclusions from the information that was discussed in the group

   Strongly disagree 1 2 3 4 5 Strongly agree

9) My partner and I experienced contradictions about the information we discussed

   Strongly disagree 1 2 3 4 5 Strongly agree

10) One or more group members was/were contradicted by the others

    Strongly disagree 1 2 3 4 5 Strongly agree
11) When one partner contradicted the other partner, both partners discussed it

   Strongly disagree  1  2  3  4  5  Strongly agree
**Working in Pairs**

1) Overall, we recognized and used each other’s unique skills

Strongly disagree 1 2 3 4 5 6 7

Strongly agree

2) Overall, we could relate to each other’s unique expertise

Strongly disagree 1 2 3 4 5 6 7

Strongly agree

3) I could see the value of my partner’s expertise

Strongly disagree 1 2 3 4 5 6 7

Strongly agree

4) What were the greatest benefits of working with a partner to solve the design task today?

__________________________________________________________________

__________________________________________________________________
**Design Quality with Your Partner**

1) We explored multiple solutions for the problem  
Strongly disagree  1  2  3  4  5  6  7  
Strongly agree

2) We helped each other in finding flaws with the design solution  
Strongly disagree  1  2  3  4  5  6  7  
Strongly agree

3) We could easily identify the right solutions to the problem  
Strongly disagree  1  2  3  4  5  6  7  
Strongly agree

4) My partner actively participated in solving the design problem  
Strongly disagree  1  2  3  4  5  6  7  
Strongly agree

5) Working with a partner increased my confidence in our design solution over working alone  
Strongly disagree  1  2  3  4  5  6  7  
Strongly agree

6) Working with a partner increased the quality of the design solution over working alone  
Strongly disagree  1  2  3  4  5  6  7  
Strongly agree

7) Before today’s task performance, have you ever worked with your partner?  
No       Yes
**Task satisfaction**

1) How do you feel about your time spent working with your partner today?

<table>
<thead>
<tr>
<th></th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>Very</th>
</tr>
</thead>
<tbody>
<tr>
<td>Very Dissatisfied</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Very</td>
</tr>
<tr>
<td>Satisfied</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Very</td>
</tr>
<tr>
<td>Very Displeased</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Very</td>
</tr>
<tr>
<td>Pleased</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Very</td>
</tr>
<tr>
<td>Very Frustrated</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Very</td>
</tr>
<tr>
<td>Content</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Very</td>
</tr>
<tr>
<td>Absolutely Terrible</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Very</td>
</tr>
<tr>
<td>AbsolutelyDelighted</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Very</td>
</tr>
</tbody>
</table>

2) How do you feel about the work you performed with a partner today?

<table>
<thead>
<tr>
<th></th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>Very</th>
</tr>
</thead>
<tbody>
<tr>
<td>Very Easy</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Very</td>
</tr>
<tr>
<td>Difficult</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Very</td>
</tr>
<tr>
<td>Very Simple</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Very</td>
</tr>
<tr>
<td>Complex</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Very</td>
</tr>
</tbody>
</table>
Questionnaire “D”

**Demographics Questions**

1) What is your gender?  □ Female  □ Male

2) What is your age?  ___________

3) What is your major course of study?  □ INSY  □ CSE

3) Highest education level?  □ High School  □ Technical School

□ Undergraduate degree  □ Graduate degree

□ Doctorate degree  □ Other:  ___________________

4) How many hours per week do you work?  ___________

5) Please write the country of your citizenship:  ___________________________________

6) Is English your first language?  □ Yes  □ No

7) Your overall GPA  _______________

8) GPA in your major  _______________

**Software Background Questions**

1) How many years of programming experience do you have?
   □ 0 to 1  □ 1 to 2  □ 2 to 4  □ 4 to 6  □ 6 or more

2) How many years of programming experience in object-oriented languages?
   □ 0 to 1  □ 1 to 2  □ 2 to 4  □ 4 to 6  □ 6 or more

3) What level of experience do you have in object-oriented design?
   □ No experience  □ Novice  □ Intermediate  □ Expert
4) What object-oriented programming languages are you familiar with?

☐ C++    ☐ C#    ☐ Java    ☐ Python    ☐ Small Talk
☐ Eiffel    ☐ VB    ☐ .Net    ☐ Objective-C    ☐ Other

**Task Load Index**

We would like to know about the mental task load you experienced during this experiment. Feelings of workload come from several different things. Some people feel that mental or time demands are the most important factors while others may feel that their performance or frustration level is the most important part.

Here are the factors that contribute to mental task load.

<table>
<thead>
<tr>
<th>Factor</th>
<th>Definition</th>
</tr>
</thead>
<tbody>
<tr>
<td>Mental Demand</td>
<td>How much mental and perceptual activity was required (e.g., thinking, deciding, calculating, remembering, looking, searching, etc.)?</td>
</tr>
<tr>
<td>Time Demand</td>
<td>How much time pressure did you feel due to the rate or place at which the tasks occurred?</td>
</tr>
<tr>
<td>Effort</td>
<td>How hard did you have to work (mentally) to accomplish your level of performance?</td>
</tr>
<tr>
<td>Frustration Level</td>
<td>How insecure, discouraged, irritated, stressed, and annoyed versus secure, gratified, content, relaxed, and complacent did you feel during the task?</td>
</tr>
<tr>
<td>Performance</td>
<td>How successful do you think you were in accomplishing the goals of the task?</td>
</tr>
</tbody>
</table>

Using the 5 definitions above, for these next 10 questions, choose and mark 1 of the 2 boxes to show which factor was more important to you.

<p>| | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Effort □ - □ Performance</td>
</tr>
<tr>
<td>2</td>
<td>Time Demand □ - □ Effort</td>
</tr>
<tr>
<td>3</td>
<td>Performance □ - □ Frustration</td>
</tr>
</tbody>
</table>
For the following questions, mark an “X” on each scale at the point that matches your experience in this experiment. Thank you for helping us.

The level of Mental Demand for this task was:

Low |________|________|________|________|________|________|________|________|________|________|

High

The Time Demand for this task was:

Low |________|________|________|________|________|________|________|________|________|________|

High

The level of Effort for this task was:

Low |________|________|________|________|________|________|________|________|________|________|

High

The Frustration Level for this task was:

Low |________|________|________|________|________|________|________|________|________|________|

High

My level of Performance on this task was:


**Communications Alone**

1) I helped myself with thoughts and ideas by using external notes and drawings  
   Strongly disagree 1 2 3 4 5 6 7  
   Strongly agree

2) My notes and drawings helped me keep ideas and thoughts fresh in my mind  
   Strongly disagree 1 2 3 4 5 6 7  
   Strongly agree

3) Creating and using a mind map, even alone, helped me form solutions to the design task  
   Strongly disagree 1 2 3 4 5 6 7  
   Strongly agree

4) Using mind maps first helped me design a better solution  
   Strongly disagree 1 2 3 4 5 6 7  
   Strongly agree

5) Using mind maps before design increased my confidence in my design solution  
   Strongly disagree 1 2 3 4 5 6 7  
   Strongly agree

**Communications with Your Partner**

1) Both partners posed adequate questions to each other in order to understand the learning content (e.g. questions on meaning of concepts, differences, reasons and concrete examples)  
   Strongly disagree 1 2 3 4 5 6 7  
   Strongly agree

2) What both members said was checked by asking each other critical questions
3) A partner who was formulating an explanation about the problem asked his/her partner whether his/her explanation was right
   Strongly disagree  1  2  3  4  5  Strongly agree
4) One explanation did not suffice for partners; alternative explanations were also mentioned
   Strongly disagree  1  2  3  4  5  Strongly agree
5) Partners discussed and elaborated on each other’s arguments
   Strongly disagree  1  2  3  4  5  Strongly agree
6) When someone argued something, then that statement was motivated
   Strongly disagree  1  2  3  4  5  Strongly agree
7) Explanations of group members were completed with explanations of other group members
   Strongly disagree  1  2  3  4  5  Strongly agree
8) I and my partner drew conclusions from the information that was discussed in the group
   Strongly disagree  1  2  3  4  5  Strongly agree
9) My partner and I experienced contradictions about the information we discussed
   Strongly disagree  1  2  3  4  5  Strongly agree
10) One or more group members was/were contradicted by the others
    Strongly disagree  1  2  3  4  5  Strongly agree
11) When someone contradicted a group member, that person stated a counter-argument
    Strongly disagree  1  2  3  4  5  Strongly agree
Using Mind Maps before Designing

1) Creating the mind map before design made the design task easier

Strongly disagree  1  2  3  4  5  6  7

Strongly agree

2) Mind maps give flexibility/extensibility to the design created

Strongly disagree  1  2  3  4  5  6  7

Strongly agree

3) Having a partner helped in creating and using better mind maps

Strongly disagree  1  2  3  4  5  6  7

Strongly agree

4) Please briefly state any problems in using mind maps for the design task performed

____________________________________________________________________

____________________________________________________________________

5) In what ways did using mind maps help you in solving the design problem today?

____________________________________________________________________

____________________________________________________________________
Working in Pairs

1) Overall, we found and used each other’s unique skills

Strongly disagree  1  2  3  4  5  6  7
   Strongly agree

2) Overall, we could relate to each other’s unique expertise

Strongly disagree  1  2  3  4  5  6  7
   Strongly agree

3) I could see the value of my partner’s expertise

Strongly disagree  1  2  3  4  5  6  7
   Strongly agree

4) What were the greatest benefits of working with a partner to solve the design task today?

__________________________________________________________________
 _______________  ________________________  _______________

Software Design Quality Alone

1) I explored multiple solutions for the given problem

Strongly disagree  1  2  3  4  5  6  7
   Strongly agree

2) I found flaws with the design and made changes
Software Design Quality with Your Partner

1) We explored multiple solutions for the given problem

   Strongly disagree   1   2   3   4   5   6   7
   Strongly agree

2) We helped each other in finding flaws with the design solution

   Strongly disagree   1   2   3   4   5   6   7
   Strongly agree

3) We could easily identify the right solutions to the problem

   Strongly disagree   1   2   3   4   5   6   7
   Strongly agree

4) My partner actively participated in solving the design problem

   Strongly disagree   1   2   3   4   5   6   7
   Strongly agree

5) Working with a partner increased my confidence in our design solution over working alone

   Strongly disagree   1   2   3   4   5   6   7
   Strongly agree

6) Working with a partner increased the quality of the design solution over working alone
Strongly disagree   1   2   3   4   5   6   7
                     Strongly agree

7) Before today’s task performance, have you ever worked with your partner?

No                Yes

**Task satisfaction**

1) How do you feel about your time spent working *alone* today?

<table>
<thead>
<tr>
<th></th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>Very</th>
</tr>
</thead>
<tbody>
<tr>
<td>Very Dissatisfied</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Satisfied</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Very Displeased</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Pleased</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Very Frustrated</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Content</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Absolutely Terrible</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Absolutely Delighted</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
2) How do you feel about the work you performed alone today?

<table>
<thead>
<tr>
<th></th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>Very</th>
</tr>
</thead>
<tbody>
<tr>
<td>Very Easy</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Easy</td>
</tr>
<tr>
<td>Difficult</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Very Simple</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Simple</td>
</tr>
<tr>
<td>Complex</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

3) How do you feel about your time spent working with your partner today?

<table>
<thead>
<tr>
<th></th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>Very</th>
</tr>
</thead>
<tbody>
<tr>
<td>Very Dissatisfied</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Satisfied</td>
</tr>
<tr>
<td>Satisfied</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Very Displeased</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Displeased</td>
</tr>
<tr>
<td>Pleased</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Very Frustrated</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Frustrated</td>
</tr>
<tr>
<td>Content</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Absolutely Terrible</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Absolutely Delighted</td>
</tr>
</tbody>
</table>

4) How do you feel about the work you performed with a partner today?

<table>
<thead>
<tr>
<th></th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>Very</th>
</tr>
</thead>
<tbody>
<tr>
<td>Very Easy</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Easy</td>
</tr>
<tr>
<td>Difficult</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Very Simple</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Simple</td>
</tr>
<tr>
<td>Complex</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
Appendix D

Copy of Problem Statement for Experimental Sessions
Rick’s Guitars and Strings – Search Program Write-up and Problem Statement

Rick’s Guitars and Strings needs a new search engine so that Rick’s customers can search his store’s inventory to find instruments to buy. Rick sells guitars, mandolins, banjos, fiddles and basses.

Your task is to create a UML class diagram illustrating the classes, their attributes and methods, and their associations with other classes, to build a search engine for Rick’s Guitars and Strings inventory. The specifications for a customer’s search are based on the attributes of the various instruments carried in the store’s inventory. Below is a list of the specifications the search engine should return:

- serialNumber: A unique number assigned to each instrument
- Price1: The price paid by Rick for the instrument
- Price2: The price charged by Rick for the instrument

+Builder: The brand name of the instrument, such as Fender, Gibson, and so on
+Model: The name of the model of instrument, e.g., Stratocaster and so on
+Type: The type of instrument, e.g., Acoustic or Electric
+topWood: The wood on the face of the instrument, such as Spruce, Cedar, Mahogany and so on
+backWood: The wood used on the back of the instrument, e.g., Maple, Rosewood and so on
+Finish: The color or type of paint or lacquer on the instrument

The classes you build in your UML class diagram should allow a customer to specify an instrument’s Builder, Model, Type, topWood, backWood or Finish. Those specifications should be used to search the inventory for instruments that match the customer’s desires. The serial number will not be specified by the searching customer; it is a result of the search. Each serial number is a unique identifier for that one instrument. Rick also tracks two prices for each instrument – one is the price Rick paid for the instrument and the other is the price he wants the customer to pay. These two prices are set when the instrument is entered into the inventory system. These prices are a result of the search and not specified by the customer.

Not all instruments have the same specifications list. Guitars vary by Builder, Model, Type, Top Wood, and Back Wood. Mandolins vary by Builder, Model, Type, Top Wood and Back Wood. Banjos also have a Builder and Model, but do not have Top Wood; they are topped with stretched plastic. Fiddles have a Builder, Model, Top Wood and Back Wood but also vary in Finish. Basses, like Fiddles, also often vary in Finish, though they have a Builder, Model, Top Wood and Back Wood.

Your task is to create a UML class diagram illustrating the classes, their attributes and methods, and their associations with other classes, to build a search engine for Rick’s Guitars and Strings inventory. The customer will enter various choices in order to search Rick’s inventory and the search engine should return maximum results based on the customer’s search entries.

Hint: You should construct a class of instrument specification that will work with one type of instrument and then extend that to include other types of instruments.
Appendix E

Copy of Grading Rubric
2015-0129 Grading Rubric

Thank you for your time and effort in grading the results of my experiment!

~~~~~~~~~~~~~~

The guiding principle of grading these results is to award points for good design, whenever and wherever possible

~~~~~~~~~~~~~~

Award points for each diagram but remember the points below are based on separate accomplishments. We will award 50 pts for each of the following:

- extending multiple classes of instruments, like “Guitar,” “Mandolin,” etc.
- extending from a superclass “Instrument” or “InstrumentSpecs” or so
- including a “Inventory” class related to “Instrument” class
- including a search, either as a “Search” class or as a method
- including a “Customer” class

If all of the above are present, the diagram would gain 250 points total. Not including two of the above five would yield 150 points.

Additional points possible include:
10 pts for assigning the verbs of association, like “extends” or even “search”
5 pts for multiplicities
5 pts for other nice things like color, interesting line styles, creative fonts, etc
Appendix F

Specific Results of Mediation Test Regressions
As mentioned in Chapter 5, testing for mediation requires three regressions per test grouping (Baron and Kenny, 1986). Having two factors for independent variables, two possible mediators under test and also two dependent variables yields eight required test groupings for mediation. Eight test groupings, requiring three regressions each, yields twenty-four total regressions. Figure 5-2 is repeated here to illustrate the eight test groupings, each with three regressions:

<table>
<thead>
<tr>
<th>Communications (Comms)</th>
<th>Design Solution Quality (DSQ)</th>
<th>Job Performance Satisfaction (JPS)</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>IorP → Comms</td>
<td>IorP → Comms</td>
</tr>
<tr>
<td></td>
<td>IorP → DSQ</td>
<td>IorP → JPS</td>
</tr>
<tr>
<td></td>
<td>IorP &amp; Comms → DSQ</td>
<td>IorP &amp; Comms → JPS</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Cognitive Workload (Cogni)</th>
<th>Design Solution Quality (DSQ)</th>
<th>Job Performance Satisfaction (JPS)</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>IorP → Cogni</td>
<td>IorP → Cogni</td>
</tr>
<tr>
<td></td>
<td>IorP → DSQ</td>
<td>IorP → JPS</td>
</tr>
<tr>
<td></td>
<td>IorP &amp; Cogni → DSQ</td>
<td>IorP &amp; Cogni → JPS</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Communications (Comms)</th>
<th>Design Solution Quality (DSQ)</th>
<th>Job Performance Satisfaction (JPS)</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>MM → Comms</td>
<td>MM → Comms</td>
</tr>
<tr>
<td></td>
<td>MM → DSQ</td>
<td>MM → JPS</td>
</tr>
<tr>
<td></td>
<td>MM &amp; Comms → DSQ</td>
<td>MM &amp; Comms → JPS</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Cognitive Workload (Cogni)</th>
<th>Design Solution Quality (DSQ)</th>
<th>Job Performance Satisfaction (JPS)</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>MM → Cogni</td>
<td>MM → Cogni</td>
</tr>
<tr>
<td></td>
<td>MM → DSQ</td>
<td>MM → JPS</td>
</tr>
<tr>
<td></td>
<td>MM &amp; Cogni → DSQ</td>
<td>MM &amp; Cogni → JPS</td>
</tr>
</tbody>
</table>

Legend: MM = Use of Mind Maps or not  
IorP = Individuals or Pairs

Figure 5-2: Mediation Regressions Required for this Study

Starting with the four test groupings focused on Design Solution Quality (DSQ), the Individuals or Pairs factor set the first test grouping of Individuals or
Pairs (IorP) → Communications (Comms) → Design Solution Quality (DSQ)

shown here below in Table F-1:

Table F-1: Regressions for Communications as a mediator between the Individuals or Pairs factor and the Design Solution Quality dependent variable

<table>
<thead>
<tr>
<th>Step</th>
<th>Independent Variable</th>
<th>Dependent Variable</th>
<th>t-value</th>
<th>p-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>IorP</td>
<td>Comms</td>
<td>2.138</td>
<td>0.034</td>
</tr>
<tr>
<td>2</td>
<td>IorP</td>
<td>DSQ</td>
<td>2.440</td>
<td>0.016</td>
</tr>
<tr>
<td>3</td>
<td>IorP &amp; Comms</td>
<td>DSQ</td>
<td>2.768</td>
<td>0.006</td>
</tr>
</tbody>
</table>

The results indicate that Communications is a valid mediator between Individuals or Pairs and Design Solution Quality, as the p-values are each and all significant.

Continuing with the four test groupings from Design Solution Quality, the Individuals or Pairs factor set the second test grouping of Individuals or Pairs (IorP) → Cognitive Workload (Cogni) → Design Solution Quality shown here below in Table F-2:

Table F-2: Regressions for Cognitive Workload as a mediator between the Individuals or Pairs factor and the Design Solution Quality dependent variable

<table>
<thead>
<tr>
<th>Step</th>
<th>Independent Variable</th>
<th>Dependent Variable</th>
<th>t-value</th>
<th>p-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>IorP</td>
<td>Cogni</td>
<td>1.992</td>
<td>0.048</td>
</tr>
<tr>
<td>2</td>
<td>IorP</td>
<td>DSQ</td>
<td>2.440</td>
<td>0.016</td>
</tr>
<tr>
<td>3</td>
<td>IorP &amp; Cogni</td>
<td>DSQ</td>
<td>2.016</td>
<td>0.046</td>
</tr>
</tbody>
</table>
The results indicate that Cognitive Workload is a valid mediator between Individuals or Pairs and Design Solution Quality, as the p-values are each and all significant.

Changing to the third and fourth test groupings, the Mind Maps or no Mind Maps factor set the third grouping of Mind Maps or no Mind Maps (MM) ➔ Communications ➔ Design Solution Quality shown here in Table F-3:

Table F-3: Regressions for Communications as a mediator between the Mind Maps or no Mind Maps factor and the Design Solution Quality dependent variable

<table>
<thead>
<tr>
<th>Step</th>
<th>Independent Variable</th>
<th>Dependent Variable</th>
<th>t-value</th>
<th>p-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>MM</td>
<td>Comms</td>
<td>2.638</td>
<td>0.009</td>
</tr>
<tr>
<td>2</td>
<td>MM</td>
<td>DSQ</td>
<td>3.013</td>
<td>0.003</td>
</tr>
<tr>
<td>3</td>
<td>MM &amp; Comms</td>
<td>DSQ</td>
<td>2.881</td>
<td>0.005</td>
</tr>
</tbody>
</table>

The results indicate that Communications is a valid mediator between Mind Maps or no Mind Maps and Design Solution Quality, as the p-values are each and all significant.

The final test grouping for Design Solution quality is set as the fourth test grouping of Mind Maps or no Mind Maps ➔ Cognitive Workload ➔ Design Solution Quality show here in Table F-4:

Table F-4: Regressions for Cognitive Workload as a mediator between the Mind Maps or no Mind Maps factor and the Design Solution Quality dependent variable
The results indicate that Cognitive Workload is a valid mediator between Mind Maps or no Mind Maps and Design Solution Quality, as the p-values are each and all significant.

The remaining four test groupings are focused on Job Performance Satisfaction (JPS). The factor of Individuals or Pairs is the basis of the three following regressions of Individuals or Pairs (IorP) → Communications (Comms) → Job Performance Satisfaction (JPS) shown here below in Table F-5:

**Table F-5: Regressions for Communications as a mediator between the Individuals or Pairs factor and the Job Performance Satisfaction dependent variable**

<table>
<thead>
<tr>
<th>Step</th>
<th>Independent Variable</th>
<th>Dependent Variable</th>
<th>t-value</th>
<th>p-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>IorP</td>
<td>Comms</td>
<td>2.119</td>
<td>0.036</td>
</tr>
<tr>
<td>2</td>
<td>IorP</td>
<td>JPS</td>
<td>3.367</td>
<td>0.001</td>
</tr>
<tr>
<td>3</td>
<td>IorP &amp; Comms</td>
<td>JPS</td>
<td>2.653</td>
<td>0.009</td>
</tr>
</tbody>
</table>
The results indicate that Communications is a valid mediator between Individuals or Pairs and Job Performance Satisfaction as the p-values are each and all significant.

Continuing with the second set of test groupings based on Job Performance Satisfaction, the Cognitive Workload mediator is included as Individuals or Pairs \(\rightarrow\) Cognitive Workload (Cogni) \(\rightarrow\) Job Performance Satisfaction shown below in Table F-6:

Table F-6: Regressions for Cognitive Workload as a mediator between the Individuals or Pairs factor and the Job Performance Satisfaction dependent variable

<table>
<thead>
<tr>
<th>Step</th>
<th>Independent Variable</th>
<th>Dependent Variable</th>
<th>t-value</th>
<th>p-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>IorP</td>
<td>Cogni</td>
<td>-2.109</td>
<td>0.036</td>
</tr>
<tr>
<td>2</td>
<td>IorP</td>
<td>JPS</td>
<td>-2.833</td>
<td>0.004</td>
</tr>
<tr>
<td>3</td>
<td>IorP &amp; Cogni</td>
<td>JPS</td>
<td>-2.254</td>
<td>0.026</td>
</tr>
</tbody>
</table>

The result of the test grouping Individuals or Pairs \(\rightarrow\) Cognitive Workload \(\rightarrow\) Job Performance Satisfaction is the inverse of expectation based on literature review and contradicts Hypothesis 4, which states “Average level of task satisfaction will be higher among collaborating pairs compared to average task satisfaction level of nominal pairs.” The extant literature review concerning job task satisfaction for small groups and dyads generally found increases in communications and coordination which supported perceived decreased cognitive workload (Williams
et al., 2000; Williams and Kessler, 2001). However, the literature review also mentioned the gains being overwhelmed by losses leading to lower job task satisfaction (Balijepally, 2006; Brodbeck & Greitemeyer, 2000; Hill, 1982; Propp, 2003). Trust within the collaborating pair increases over time (Aiken, 2004) and this cycle might not have been long enough for the pair to jell (Mangalaraj, 2006).

This finding also affects Hypothesis 8, which states “Decreased cognitive loading in software developers in a design task will bring higher job satisfaction.” Although decreased cognitive loading was supported in nominal pairs using Mind Maps (not tested here) it was overwhelmed by the increased cognitive loading reported by collaborating pairs, with or without Mind Maps.

Simple correlation discovered early in the analyses between Design Solution Quality and Job Performance Satisfaction was negative, although small, and that forewarning seems to bear out here in this regression. Review of the findings indicates that individuals had higher Job Performance Satisfaction than collaborating pairs, thus lending inverse support for Hypothesis 4 and removing any support for Hypothesis 8.

The remaining two mediation test groupings focused on Job Performance Satisfaction (JPS) and used the Mind Maps or no Mind Maps factor. The test grouping here is the seventh of eight totals and the third of the Job Performance Satisfaction mediation tests. Shown here below in Table F-7 is the result of the
Mind Maps or no Mind Maps (MM) → Communications (Comms) → Job

Performance Satisfaction regressions:

Table F-7: Regressions for Communications as a mediator between the Mind Maps or no Mind Maps and the Job Performance Satisfaction dependent variable

<table>
<thead>
<tr>
<th>Step</th>
<th>Independent Variable</th>
<th>Dependent Variable</th>
<th>t-value</th>
<th>p-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>MM</td>
<td>Comms</td>
<td>2.775</td>
<td>0.006</td>
</tr>
<tr>
<td>2</td>
<td>MM</td>
<td>JPS</td>
<td>2.351</td>
<td>0.020</td>
</tr>
<tr>
<td>3</td>
<td>MM &amp; Comms</td>
<td>JPS</td>
<td>2.668</td>
<td>0.009</td>
</tr>
</tbody>
</table>

The results indicate that Communications is a valid mediator between Individuals or Pairs and Job Performance Satisfaction as the p-values are each and all significant.

The final of the regression test grouping used Mind Maps or no Mind Maps → Cognitive Workload (Cogni) → Job Performance Satisfaction and the results of the test are shown here below in Table F-8:

Table F-8: Regressions for Cognitive Workload as a mediator between the Mind Maps or no Mind Maps and the Job Performance Satisfaction dependent variable

<table>
<thead>
<tr>
<th>Step</th>
<th>Independent Variable</th>
<th>Dependent Variable</th>
<th>t-value</th>
<th>p-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>MM</td>
<td>Cogni</td>
<td>3.023</td>
<td>0.003</td>
</tr>
<tr>
<td>2</td>
<td>MM</td>
<td>JPS</td>
<td>2.731</td>
<td>0.007</td>
</tr>
<tr>
<td>3</td>
<td>MM &amp; Cogni</td>
<td>JPS</td>
<td>2.911</td>
<td>0.004</td>
</tr>
</tbody>
</table>
The results indicate that Cognitive Workload is a valid mediator between Mind Maps or no Mind Maps and Job Performance Satisfaction as the p-values are each and all significant.

Of the eight total test groupings required to test the possible mediators of Communications in the Development Process and Cognitive Workload in the Development Process, only Cognitive Workload failed and that was only on the Individuals or Pairs factor with Job Performance Satisfaction as the dependent variable. Therefore, even this wounded mediator worked for Mind Maps or no Mind Maps. Although Hypothesis 4 was not supported and was even inversely supported and Hypothesis 8 also found no support, this research study has successfully introduced a new mediator, Communications in the Development Process, into the meager pair software design literature.
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